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Abstract—This paper discusses FLOSS communities as a prime example of learning networks, i.e. informal, interconnected sets of individuals mutually supporting shared knowledge acquisition and committed to self-defined goals. In particular, it addresses how the incorporation of a web-based, certification platform for Free / Libre Open Source Software in community culture and practice may increase the community impact both as learning network and open, high-quality software producer.
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I. INTRODUCTION

Current trends in education point out that learning result from participation in social interactions and in culturally organized activities with others [1]. This shift of perspective raises a number of questions on the organization of the educational process, its dynamics to provide suitable support with different degrees of formality.

E-learning systems and e-learning supported infrastructures are certainly part of this debate. It has been pointed out [2] that, “in the last 20 years, e-learning grew from a unique college experiment to a full category of higher education. In 2010, there were more people enrolled in online classes than the entire population of Wisconsin”. It is therefore legitimate to think of a fully personalized education system designed around needs, interests and aspirations of each learner.

Moreover, with the emergence of Web 2.0, conventional e-Learning systems [3], based on instructional packets and cumulative assignments, gives the stage to a different reality which promotes the concept of social learning through the use of social software tools, such as blogs, wikis, forums, etc. As a result, learning in a broad and heterogeneous perspective, occurs at a societal level through the development of complex interactions between peers [4].

This new learning perspective is in contrast with a number of fundamental assumptions which have historically underpinned the organization of education: 1) expertise and knowledge resides only within the walls of the educational institution; 2) “learning” and “schooling” are different words for the same thing; 3) the most “equitable” educational systems are those which offer a “one-size-fits-all” approach, and 4) the easiest and most cost-effective approach to organizing learning is within the walls of the school [5].

This paper tries to make a concrete contribution to re-thinking educational practices in computer-oriented environments. Far away from the “school as a factory” metaphor, we envisage learning approaches that, in sharp contrast with formal institutions and curricula, promote more porous and flexible learning networks linking homes, communities and multiple sites of learning.

Our focus is on a prime example, even if somewhat less conventional: the learning process that emerges from participation in developing communities for Free/Libre Open Source Software (FLOSS). FLOSS projects are a result of open and participatory development processes taking place within communities of practice. In general they offer an instantiation of peer-production models, aiming at articulating the creative power of large numbers of individuals, remotely coordinated, typically through the Internet, into large and complex projects, most of them without any sort of hierarchical organization [6]. Thus, FLOSS projects can be seen as collaborative learning environments developed inside communities in the precise sense of “collectives of individuals that cohere around a shared spirit” [7]. They are a prime example of what in the literature is referred to as a learning network. That is, a community of individuals developing and maintaining connections among them, sharing information, and communicating in such a way to support one another’s learning [8].

In this context, the aim of this paper is twofold. First it aims at framing FLOSS communities as learning networks, whose potential deserves to be better explored. Second it discusses how rigorous code analysis techniques can be integrated in such communities in a way that is relevant both for developers (by expanding their own learning network) and end-users (who aim at certified FLOSS components for integration in large software installations).

The rest of the paper is structured as follows. Section 2 recalls the notion of learning network and discusses how FLOSS communities can be regarded as such networks. Section 3 focus on quality assurance in FLOSS products and introduces the CROSS portal, developed at Minho University, Portugal, as a web-based platform for supporting FLOSS analysis and certification. Section 4 formulates a working proposal for the integration of the CROSS portal in FLOSS communities and discusses its contribution to knowledge building and open software development. Finally, Section 5,
concludes and gives a number of pointer to current and future work.

II. FLOSS COMMUNITIES AS LEARNING NETWORKS

The University of the First Age claims [9] that “deep learning flourishes where you build connecting relationships”. Educational and social research increasingly gives room to new understandings of learning processes, acknowledging their often networked and collaborative properties. Moreover, Dirckinck-Holmfeld et al. claim “the network is now the fundamental underpinning structure of social organization – and that it is in and through networks – both real and virtual – that life is lived in the 21st century”. Current education systems, exclusively based on individualized acquisition of content and skills, are, therefore, unsuitable to support learning processes and the development of individual and group competencies as an essentially networked ability.

Learning networks may arise both in informal and formal educational settings. A prime example of informal learning occurs in FLOSS communities, along project development. FLOSS communities consist of heterogeneous groups of independent volunteers, who interact driven by different motivations and with different backgrounds. Moreover, they act within a collaborative structure, based on open organization, interaction and knowledge exchange. FLOSS communities are essentially participatory: newcomers are gradually integrated along a process of skill acquisition (not only technical, but to a large extent, connected to distributed project development and management). Cerone and Sowe [10] distinguish four main, partially overlapping stages in the underlying learning process: i) socialise by implicit knowledge sharing; ii) externalise tacit knowledge by making it explicit to the community; iii) combine community explicit knowledge and re-organize it as abstract knowledge; iv) internalise such an abstract knowledge by absorbing it and combining it with own knowledge and experiences to produce new tacit knowledge.

The outcome of this process is far broader than just source code: a large variety of resources relevant both to the product (e.g. documentation) and the process (e.g. communication norms) are produced and made available to participants and the world outside.

Another aspect in FLOSS communities of practice is fundamental to build learning networks: the incremental combination of (formal and informal, explicit and implicit) knowledge. This is achieved through multiple interactions, mediated by knowledge-management tools, to identify such sources of knowledge and their combination therefore feeding the community.

In summary, FLOSS communities, by their own characteristics, are potentially true learning networks; communication and collaborative production being essential assets in that respect. In such a context, Sections III and IV below discuss how such a potential can be of use to both introduce rigorous analysis methods in FLOSS practice and integrate them in the shared culture of FLOSS communities.

III. QUALITY ANALYSIS FOR FLOSS

Over the past decade, FLOSS phenomenon had a global impact on the way software systems and software-based services are developed, distributed and deployed. Widely acknowledged benefits of FLOSS include reliability, low development and maintenance costs, as well as rapid code turnover. Linux distributions, Apache and MySQL, serve among many other examples, as a testimony to its success and resilience.

FLOSS projects are often perceived to be of high quality [11], due to the adoption of an open development model, which promotes peer review, as suggested by several authors. In any case, companies are aware that integrating FLOSS into commercial products, made available by liberal OSS licenses, reduces development costs while offering high-quality, extensively tested components. Furthermore, Governments are aware of growing dependence on proprietary formats and software in their administration, and regard FLOSS as a warranty of technological independence.

However, state-of-the-art FLOSS, by the very nature of its open, unconventional, distributed development model, makes software quality assessment, let alone full certification, particularly hard to achieve and raises important challenges from both the technical/methodological and the managerial points of view. As a result, integration of FLOSS within industrial-strength applications, with stringent security requirements, is perceived as risky.

To address this issue one needs to have a precise idea of the dimension of the FLOSS reality and of the practices and tools oriented to quality analysis. According to Sands, GitHub has 4,751,000 repositories, SourceForge 324,000 projects and Ohloh 550,000 projects [12]. In other words, FLOSS is a huge phenomenon. However, communities are dynamic, often present irregular evolution and a variety of mostly ephemeral interactions. As depicted in Table I, which gathers data from Ohloh the open source network 0 until the end of March 2012, only a small fraction of all projects ever started gain long-term traction.

<table>
<thead>
<tr>
<th>TABLE I: OHLOH ACTIVITY</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ohloh activity</td>
</tr>
<tr>
<td>Projects.</td>
</tr>
<tr>
<td>550,000+</td>
</tr>
<tr>
<td>271,372</td>
</tr>
<tr>
<td>96,824</td>
</tr>
<tr>
<td>46,883</td>
</tr>
<tr>
<td>29,305</td>
</tr>
<tr>
<td>21,251</td>
</tr>
<tr>
<td>12,870</td>
</tr>
<tr>
<td>5,629</td>
</tr>
<tr>
<td>1,224</td>
</tr>
<tr>
<td>With a code analysis.</td>
</tr>
<tr>
<td>With a commit in the past 2 years</td>
</tr>
<tr>
<td>With a commit in the past year</td>
</tr>
<tr>
<td>With a commit in the past 6 months</td>
</tr>
<tr>
<td>With a commit in the past 3 months</td>
</tr>
<tr>
<td>With a commit in the past 1 month</td>
</tr>
<tr>
<td>With a commit in the past week</td>
</tr>
<tr>
<td>With a commit in the past day</td>
</tr>
</tbody>
</table>

Concerning quality assurance, there are many portals that can analyze FLOSS projects, such as, Squale, QOS, and the Alitheia Core. These are actually FLOSS projects themselves, usually targeting a specific language or programming environment. The CROSS portal [13], which is instrumental for this paper, is a web-based, open platform to analyze and certify FLOSS projects. Unlike other tools, it was not designed to meet a specific target and is flexible enough to be tailored when particular needs of a user differ from the built-in analysis repertoire offered. The portal acts as a repository of tools, freely available, whose combined application produces reports upon which some form of certification of FLOSS products can be based. Different “test-tools” are plugged-in
and made available as “code analyzers” to support FLOSS development. In brief, the portal is able to 1) register open source software projects 2) offer a number of analyzers for source code or documentation and guide their application on these projects, and 3) render analysis results in suitable, flexible formats to both FLOSS developers and users. In this way, the CROSS portal emphasizes a recovery – validation cycle, through a light analysis infrastructure which implements a number of techniques for code analysis and reverse engineering [14].

IV. THE ROLE OF CROSS

The CROSS portal has an open architecture and is, itself, managed in a collaborative way, right in the spirit of FLOSS communities. Our working hypothesis is that, when used from inside these communities, it may add to the informal learning networks such communities implicitly are, an analysis dimension to provide enhanced feedback to developers and enrich the community culture towards certification issues.

The problem domain is depicted through four elements representing different dimensions of the learning network that are of interest to this work: 1) the FLOSS community, 2) the CROSS portal, 3) FLOSS Projects, and 4) Formal Methods. Each of them and their relationships with the learning network are depicted in Fig. 1.

![Fig. 1. The problem domain.](image)

In this Fig. 1 Human Resources and Capacity represents the link between the Learning Network and the FLOSS community. The Human Resources provide knowledge to the Learning Network. Knowledge is shared and allows for building capacity in the community. FLOSS projects are developed by FLOSS communities. In order to develop a FLOSS project, it is necessary to share within the Learning Network its requirements, which usually evolve with the project. The final output is the software produced. During this phase of the process, new knowledge is developed and shared within the Learning Network. The use of Formal Methods code analysis techniques is motivated by the expectation that, as in other engineering disciplines, performing appropriate rigorous analysis contributes to the reliability and robustness of a design. During the application of formal techniques and methods knowledge is developed and shared. Finally, the CROSS portal supports the certification of software, such as producing new knowledge within the Learning Network, and builds higher user confidence in the community performance.

The introduction of an analysis and certification web-based platform which can be taken as a “working partner” in the dynamics of FLOSS communities enhances their patrimony as learning networks without disturbing the usual development cycles. On the other hand, from our perspective, it may be an effective way to introduce certification mechanisms and rigorous techniques in FLOSS development, meeting therefore the crucial demand from industry identified in Section II.

The nature of FLOSS entails the need for integration of techniques spanning the "micro" to the "macro" levels (e.g., from slicing to architectural recovery) and with different levels of formality (e.g. from statistical analysis based on code metrics to the identification and verification of hidden invariants). This is exactly what the CROSS portal aims at.

Rather than incorporating formal design and verification methodologies within the FLOSS development process, our emphasis is placed on reverse engineering techniques. Such techniques are fundamental to understand, document and validate FLOSS code. Moreover, through appropriate feedback loops they can contribute to the development of local, community-based learning networks.

To summarize, the combined use of certification techniques, metrics and tools within FLOSS communities has potential both to improve quality certification in open software and to enrich the community-shared culture. Moreover, to put this programme into practice, we foresee the following challenges: 1) introduce in FLOSS communities and development processes new techniques for analysis and the associated feedback loops; 2) support this process through suitable technology (namely, the CROSS portal) and popularize its use; 3) building new discovering and learning techniques inside FLOSS communities to assess experimental studies through qualitative methods based on case-studies and life-stories; and 4) generalizing the lessons learned within the FLOSS domain to other peer-production communities. The concept of FLOSS community can actually be generalized to the concept of open community by applying the idea of open source to a variety of collaborative efforts other than software production. What distinguishes an open community from a closed one is that anyone may join and contribute. Moreover, the direction and goals are determined collaboratively by all members of the community.

V. CONCLUSIONS

In this paper we claim that FLOSS development communities can be thought of as learning networks. Moreover, by integrating the CROSS certification portal, and the feedback loops it entails, such networks can build capacities for quality assessment and enforcement, with potential for a long-term impact on the integration of trustworthy, FLOSS components, in large, complex systems.

The experiment proposed here, is educationally relevant in the sense that it provides the community with a new kind of knowledge and savoir-faire, related to code analysis and certification, which adds to the whole educational potential of FLOSS projects. In broad terms, participation in FLOSS communities and projects can be regarded as a non-formal
educational opportunity. Recent research projects, as documented by Cerone and Sowe [10], are exploring its relevance as a complement for formal education in Software Engineering. In these contexts, the introduction of further technology-enhanced practices, as discussed here, also opens new paths for the future. Of course, new practices need to be informed by research in learning theory and suitable pedagogical frameworks and by exploring FLOSS peer-production models as both a cultural phenomenon and an opportunity for innovative educational practices in the years to come.
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