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Abstract—In recent years, to cultivate international computer professionals and improve the education quality for foreign students, some Chinese universities have established computer science majors where all the courses are taught in English. As the introductory course to computer science majors, “introduction to computer science” plays an important role in helping students lay a professional foundation and cultivate their interest in the major. As one of the pioneering universities in China to set up computer science majors taught in English, Jinan University has ten years’ teaching experience in delivering such a course. The reform and practice of teaching “introduction to computer science” in English at Jinan University is expounded in this paper from the following three aspects: (1) Developing a teaching-content system that conforms to professional training direction, adapts to the characteristics of freshmen and the teaching characteristics of a course delivered in English; (2) Comprehensive using various advanced teaching methods; (3) Creating an evaluation system with multiple assessment modes that focuses on examining students’ comprehension and practical skills. The reforms and practices at Jinan University provide a reference for other universities, especially those in non-English-speaking countries.

Index Terms—Introduction to computer science, taught in English, non-English-speaking country, teaching content, teaching method, assessment mode.

I. INTRODUCTION

"Introduction to Computer Science" is an important introductory course in computer science. It aims to guide students into the world of computer science, help them learn the knowledge system, understand the direction of professional development, lay a professional foundation and stimulate their interest in this profession. But at present, computer science full-English teaching in non-English speaking countries (such as China) is still in its infancy. Accordingly, non-English-speaking countries still lack the teaching experience of the “Introduction to Computer Science” course taught in English. With the increasing demand for teaching full-English “Introduction to Computer Science” in non-English speaking countries, it is increasingly important to conduct comprehensive research and practice on the teaching of this course.

At present, the content system of the “Introduction to Computer Science” course is controversial. For the theoretical content, the course has the following three options:

1) The content is similar to that of the “University Computer Foundation” course for non-computer-science majors;
2) The content is the compression of the four-year core courses for computer science majors;
3) The content consists of a highly abstract mathematical model used to describe the nature of computing [1].

The first option is too shallow to support the professional foundation of computer science. The second is so difficult and fragmented that students tend to learn shallowly without adequate digestion. The third option is only applicable to top universities such as Peking University, but not for students of other universities with a general mathematical foundation. Thus, an applicable theoretical content system of the course needs to be created for most computer science freshmen at average universities.

In addition, for the experimental content, the current course includes the following two options:

1) The course involves no experiments or very simple experiments (such as practicing the office software);
2) The course includes many programming experiments and the experimental hours are at least half of the course hours.

The former option, unable to distinguish the course from the ones for non-computer-science majors, makes the computer science majors hard to understand the important professional concepts based on practices. The latter option, unable to distinguish the course from programming courses, always leads to the over-simplification of the theoretical content of the course. Thus, neither of the above experimental options can play the important role of professional guidance for computer science freshmen.

As seen from the above analyses, it is necessary for us to study and reform the content system of the full-English course “Introduction to Computer Science”, so to make the content system applicable to the computer science freshmen at most universities and conform to the professional goal of the major.

As a key comprehensive university in China and the paramount school of overseas Chinese students, Jinan University is one of the earliest several universities in China that set up the computer science full-English major. The first author of this paper has 10 years' experience in teaching “introduction to computer science” in English for the computer science majors at Jinan University. Based on the author's teaching experience of the course, this paper will detail the research and practice of the teaching reform of the course from three aspects: teaching content, teaching method...
and assessment mode.

In the rest of the paper, first, our teaching content will be expounded, involving both theoretical and experimental parts that are carefully selected and elaborately arranged. Next, the following diverse teaching methods applied in our course will be detailed: flipped classroom learning method [2], MOOC-assisted method [3], Web-based active learning method [4] and cooperative learning method [5]. Finally, our assessment modes to examine students’ learning ability and effect will be explained from multiple aspects that focus on students’ comprehension and practical skills.

II. TEACHING CONTENT REFORM

A. Reform Principle

For a guiding course of computer science majors in our university, our principle of setting its teaching content is to balance the breadth and depth of professional knowledge, covering both theory and practice. The knowledge system established in this course should cover the main aspects of computer science and technology, so to enable students to have a comprehensive understanding of the profession and gradually enrich the system through in-depth study in other courses in the future. When designing the knowledge points and depth of each part of the teaching content, it is necessary to consider the knowledge background of the fledglings and the adaptability of freshmen to teaching in English. The introduction of each part of the content should have a proper depth, focus on the explanation of the basic content, and pave the way for further in-depth study. For the basic content, relevant history and latest developments should be introduced. For the important content based on practice, the corresponding experimental teaching content should be designed.

In order to balance the breadth and depth of the theoretical knowledge points, we utilize two types of teaching materials: one textbook focusing on the breadth of knowledge, and the other one focusing on the depth. By combining the two teaching materials, our course can cover as many basic knowledge points as possible and explain the important knowledge points in depth.

The goal of teaching experimental content is to help students deeply understand and correctly use theoretical knowledge, cultivate practical skills, and stimulate their interest in practices. Due to the limited course hours for experiments, we must select the experimental contents elaborately. Our principle of selection is that the experimental content can enable students to understand important basic concepts or master basic practical skills, and the learning threshold is low.

B. Reform Practice

To create the theoretical content of the course, we use two textbooks, namely [6] and [7], to cover the breadth and depth of knowledge, respectively. The former textbook [6] covers the breadth of knowledge, but its explanation for some important knowledge points in computer science is not deep enough. The latter one [7] covers the depth of knowledge, but it involves a great number of knowledge points that are difficult to understand. For most neophytes majoring in computer science, it is too challenging for them to master all the difficult knowledge points. Following the principle depicted in the previous subsection, we combined the materials in both books when establishing the theoretical content of the course. As the content arrangement in the first textbook [6], we teach the following parts in the course: Ground work, Digital data representation, Computing system, Network, Software engineering, Database, Security issues, Image and Multimedia, and Artificial Intelligence. The above parts have covered most main subareas of computer science. In order to elaborate on the important professional knowledge, we also add the following parts from the second textbook [7]: Computing history, Binary Values and Number Systems (including base conversion), Gates and Circuits, Operating system (including File/Memory/CPUs management), Network topology and devices. The added knowledge plays an important role in supporting the teaching of other parts of the course and subsequent professional courses: The history of computers and networking technologies is critical for students to understand the origin and development of computer science; Logic gates and circuits are the foundation for understanding the principles of computer composition; The fundamentals and algorithms of operating systems, such as file system, memory, and CPU, can help them better understand the relationship between software and hardware, master the concepts of algorithms.

Our experimental teaching content includes the following three types of experiments: programming experiments, database experiments, and demonstrated experiments interspersed in theoretical lectures. The first type is the most important one in our teaching.

1) Programming experiments

New learners in computer science are generally eager to learn programming. Since no programming courses are delivered to the computer science majors for the first semester in our university, it is more important for us to introduce programming practices in the course of “Introduction to Computer Science”, so to satisfy the students’ programming curiosity and cultivate their professional interest. In addition, it is extremely difficult for students to understand the concepts and principles of the relevant theoretical parts of the course (such as software engineering, algorithms, and compilation) without any foundation for programming practice. Thus, we introduce the teaching content on programming practice to this course. In addition to the theoretical lectures in the classroom and the MOOC video learning after class (see details in the following section), we also design three experimental classes for on-machine programming.

Since this course is an introductory one, the main purpose of the programming teaching is to enable students to master basic programming ideas and debugging skills, rather than mastering a certain programming language. The programming language chosen for this course is JavaScript, rather than the language chosen for programming courses such as C or Java. The reasons include:

- JavaScript is a weakly typed language, and beginner programmers can easily understand the grammar and the debugging skills;
JavaScript programs can be executed conveniently with only a web browser rather than with an IDE environment.

As Fig. 1 demonstrates, on a specially designed webpage we provide, the students only need to put their program source code into the code area on the webpage, press the “Run” button to perform the program, and view the results on the webpage, without having to install and learn a complex IDE environment. When we teach programming in the classroom, the focus is on helping students understand the basic JavaScript syntax, understand the relationship between programs and algorithms, and master the basic debugging skills. When designing the content of the programming experiments, we associate them to the other parts taught in the course. For example, one experiment involves the conversion between hexadecimal and decimal (as Fig. 1 shows), and another one involves image transformation.

---

2) Database experiments

We also design several database experiments. The experiments require the students to create a simple relational database with tables and their relationship, and to query the database with SQL commands and query tables, respectively. The database experiments are conducted on MS ACCESS. Fig. 2 illustrates a student’s experiment exercise that queries “Who failed in Sabrina’s course?” based on a database created by the student.

---

3) Demonstrated experiments

In addition, we teach simple experimental content with class demonstration, and related students can watch the related videos for review after class. One movie example is to demonstrate the usage of network diagnostic tools called “ping” and “traceroute”.

---

III. TEACHING METHOD REFORM

A. Reform Necessity

The reform of teaching content described in the previous section makes the course teaching challenging due to the added parts, and the integration of theory and practice. To meet those challenges, we need adopt advanced teaching methods to improve teaching efficiency and inspire students’ initiative in learning. In recent years, new teaching methods such as MOOC, flipped classrooms and collaborative learning have played an active role in teaching various computer courses. Thus, it is necessary for us to apply the new teaching methods in the course of “Introduction to computer science” taught in English.

B. Reform Practice

During the ten years’ teaching of the course at Jinan University, we have carried out the following teaching methods gradually:

1) Combining theory and experiment

As described in the previous section, we select important knowledge points that are closely related to practice for experimental teaching, design a set of experimental content and requirements, and apply them in teaching. The experiments enable students to better comprehend the abstract theory, to improve practical hands-on skills, and to cultivate their interest for learning.

2) Teaching based on course websites

We have set up a teaching website for this course on the Blackboard system of Jinan University, which provides learning materials such as courseware, video and audio, and offers group and class discussions, exercises and questions answering. The teaching method based on the course website is convenient for students to learn online at any time, and strengthens the learning communication among students and teachers. When teaching the content of programming, we use our own network course resources (including video explanations and online interactive exercises) to guide students to preview, review and practice after class. In this way, even when we speed up explanation and teach more knowledge points in class, students can still learn solidly.

3) Integrating wiki into flipped classroom teaching

We use the method of “Integrating Wiki into Flipped Classroom Teaching” for teaching each chapter’s summary in the theoretical parts. The method is implemented as follows: The teacher assigns the task of summarizing a chapter to each study group, and establishes a group Wiki for each group on the course website, called “Summary (Speech) Wiki”, as illustrated in Fig. 3. One student in a group submits his/her summary to the group Wiki, and all the other group members co-edit the summary. The final version of the
summary will be completed cooperatively by the group members, and posted on the group Wiki. Before a new chapter is taught, at least one group is responsible for posting the prior chapter’s summary to the group Wiki that is accessible by the whole class, and for giving a summary speech in class. By this means, the flipped classroom of “one group gives lectures, and the other groups learn” is realized.

4) **Initiative learning based on MOOC and other network resources**

In addition to the self-built resources on the course website, we also make use of two interactive training resources on the external network to teach students to arrange their studies independently through the network. One external network is Stanford University's programming MOOC network [8], the other is online programming exercises in the form of games [9]. We guide students to use the teaching resources on the MOOC network, where students can arrange their own learning schedule and get feedback from the MOOC exercises. Over 95% of our students learned the MOOC lectures after class and completed the first 10 exercises that are required by us. Around half of the students finished all the exercises online including optional ones. Fig. 4 shows an average student’s exercise result on the MOOC system. When the second external network is used in online programming practice, the student's learning initiative is effectively stimulated due to the game characteristics of the exercises.

![Fig. 4. Example of student’s initiative learning using Stanford MOOC.](image)

5) **Web-based collaborative learning**

We use the Blackboard system to create a collaborative learning environment on the course website. We design collaborative learning tasks, so to realize the collaboration and interaction among students and the teacher. The detailed cooperation and interaction are depicted as follows: First, a student cooperates with other students by using group Wiki and class Wiki to complete the group tasks and class tasks assigned by teachers; Second, a student communicates with the teacher or other students by utilizing BBS discussion and question-and-answer area on the course website. In this way, the students can help each other and promote each other in their studies. Moreover, during the teaching of this course, the teacher and the students have merged a knowledge construction environment into the learning process.

**IV. ASSESSMENT MODE REFORM**

In the teaching of this course, we have also attempted to reform the way of course assessment, focusing on examining students’ learning ability and study effect from various perspectives, and comprehensively examining students’ comprehension ability and practical ability. Our course-assessment system involves the following two parts:

1) **Assignment Evaluation:** Assignments of this course have multiple forms with different evaluation goals, including evaluating the students' theoretical learning effect or the experimental results, assessing the students’ participation in the flipped classroom or the cooperative learning. We record and evaluate students' assignments primarily based on the course website and the MOOC exercise system.

2) **Final Examination:** The closed-book final exam focuses on two parts: examining students' understanding of basic concepts and principles, and using algorithms to test their problem-solving skills. For example, in the final exam of the course in 2018, the former accounted for 69% of the score, while the latter accounted for 20%.

**V. ANALYSIS OF TEACHING EFFECT**

In the recent ten years, as described in the previous sections, we have conducted a series of teaching reforms in the course of “Introduction to computer science” that is taught in English for the computer science majors at Jinan University. The students involved in the teaching reforms are more than 200. With years of continuous reform, our teaching effect of this course has been constantly improved. For example, the students’ average evaluation grade for our course teaching has reached 91 points (full grade is 100 points). According to the students’ feedback in the course survey, 99% students feel that the practical parts of the course are not only interesting but also instructive to understand the theory; 94% students think that the teaching resources on the course-website and the MOOC system can help them learn by themselves.

**VI. CONCLUSION**

“Introduction to Computer Science” is an important introductory course for computer science majors. It is challenging to teach such a course in English at a non-English-speaking country, such as China. Based on ten years’ experience of teaching the course in English at Jinan University, we summarize our research and reform of the course on teaching content, teaching methods and assessment modes, respectively. In the future, we will continue to explore and solve various teaching problems of this course through practice.
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