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Abstract—In this paper, we introduce an original, 

classroom-based approach for teaching Scratch programming 

to 6
th

 grade elementary school students. Scratch is a 

programming language that involves assembling icon-based 

command blocks. It was designed to avoid the complex syntax 

errors seen in other programming languages, making it 

especially accessible for younger learners. While Scratch does 

provide a visual programming environment in which 

potentially just about anyone can learn to read and write 

programming code, there can still be a reduced overall interest 

in learning programming, because younger learners in 

particular can find it difficult to intuitively understand or be 

stimulated by abstract concepts of programming such as 

sequences, conditions, and repetition, which are present in 

Scratch. Our research involves the development of a tangible, 

electronic block system that allows students to manipulate 

physical objects with their hands to perform programming 

tasks. The system consists of a Scratch simulator and physical, 

Scratch electronic blocks embodying Scratch user interface 

shapes. We devised and delivered a programming course to 6
th

 

grade Korean elementary school students using our block 

system. The results are encouraging. 

 
Index Terms—Scratch programming, tangible block 

programming, electronic block system, programming education, 

elementary school students’ programming class.  

 

I. INTRODUCTION 

With the progression of the 4th industrial revolution, the 

importance of computing technology such as AI, big data, 

and cloud computing continues to grow. Computer science 

education is critical for nurturing the next generation of tech 

experts, and various studies have been conducted to better 

promote computer science education in schools [1], [2].  

In the case of elementary schools, block-based 

programming languages are frequently employed to develop 

students’ computational thinking [3]. Among these, Scratch 

[4] is very popular and available in more than 40 languages 

and 150 countries. Scratch is based on a Graphical User 

Interface (GUI), and it is highly suited to complete 

newcomers to computer programming because it minimizes 

grammatical errors, thus is potentially simpler to learn [5], 

[6].  
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However, younger learners in particular can still feel a 

cognitive burden when it comes to how to interact with the 

Scratch interface and programming concepts, because these 

can appear very advanced and abstract (e.g., the concepts of 

sequence, loops, and conditionals) [7]. According to an 

analysis of Scratch use among 4th–6th grade students, students 

can take a long time to find blocks to use in Scratch interface. 

Also, the longer the codes are, the harder it is for students to 

understand the relationship between blocks [8], [9]. In 

addition, one study found that students’ perceptions of 

programming change for the worse after block-based 

programming classes, and their overall motivation and 

enjoyment decrease [10]. 

To address these problems, we developed physical Scratch 

blocks that allow students to program by assembling Scratch 

blocks directly with their hands. This is based on a Tangible 

User Interface (TUI) concept, a concept which allows 

computer system users to interact with digital content 

through the manipulation of tangible objects [11]. Using our 

blocks, we taught classes to 6th grade elementary school 

students. We evaluated the students’ interest in programming 

through a survey before and after classes, and we interviewed 

the students at the end of the course. Our hope is that 

elementary school students will learn Scratch programming 

more easily and more enjoyably by taking advantage of our 

system.  

 

II. RELATED WORK 

Scratch [4] is an educational programming language 

developed by the Lifelong Kindergarten Group at MIT 

Media Lab in the U.S. It is based on a GUI, meaning users 

make algorithms by clicking on or dragging and dropping 

blocks on a computer screen. Scratch is appropriate for 

novice programmers to learn the basic principles of 

programming (sequences, conditionals, and loops) because it 

presents fewer grammatical and logical errors than other 

programming languages. It provides an effective way for 

elementary school students to learn coding and programming 

because of being more accessible and the appeal of creating 

various multimedia projects [6].  

For beginners, however, there is still a relatively high 

cognitive burden when it comes to the Scratch interface. 

Scratch presents a number of different kinds of blocks needed 

for programming on the screen, so it takes students a long 

time to find the blocks they need [8]. Also, because command 

blocks are presented graphically, the longer and more 

complex the connection of the command blocks, the more 
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difficult it is for students to understand the relationship 

between the blocks [9]. To aid with overcoming concepts that 

are difficult and abstract, intuitive manipulation becomes 

effective [12]. Therefore, in this work, Scratch 3.0 blocks 

were implemented as physical electronic blocks. Users can 

produce code by touching and connecting these physical 

electronic blocks with their hands, and the results are 

immediately verified by the simulator.  

These physical electronic blocks are tangible 

programming tools. A TUI-based learning environment is an 

environment that helps coders understand difficult concepts 

by lowering abstract concepts to a level that can be easily 

manipulated in a physical environment using the body [12].  

Various tangible programming tools have been developed 

to help students understand abstract programming concepts 

(sequences, conditionals, loops, variables, functions, etc.) 

through specific manipulation activities, and their 

effectiveness has been published in various work [13]-[16]. 

Tern [15] is a tangible programming tool for writing code 

by combining pieces of puzzle-shaped commands. 

Comparing the task performance of students and adult 

participants in programming classes using Tern and Scratch, 

students using Tern solved problems better than students 

using Scratch. According to student interviews, students 

reported that touching and manipulating wooden puzzles felt 

like a fun game, and that touching a real puzzle was more 

enjoyable than manipulating a mouse. 

Toque [16] is a cooking-based programming language that 

uses the Nintendo Wiimote and Nunchuk. Users can open 

and close a Loop via the Wiimote’s up and down buttons and 

control the number of counts in a Loop via the + and - 

buttons. The programming results can be viewed on the 

screen. Toque provides a good environment for learning a 

procedural workflow, but it does not have enough learning 

content. 

TurTan [14], based on Logo, is a tangible programming 

system designed for turtle geometry. TurTan is designed to 

make it easier for 4–7 year olds to understand the basic 

principles of programming and to enjoy learning 

programming. However, even though it is intended for 

children, the tool use is complex, and it is expensive to 

purchase an interactive desktop. Therefore we developed 

Scratch electronic blocks as part of a tangible programming 

toolkit targeted at elementary school students. 

 

III. THE SCRATCH ELECTRONIC BLOCK SYSTEM 

Our Scratch electronic block system consists of one event 

block and several kinds of command blocks. We designed 

our electronic blocks to mimic the Scratch blocks provided 

by MIT Scratch 3.0 (Fig. 1) in terms of their shape and 

functionality. Our Scratch electronic block solution allows 

users to connect blocks with their hands just like LEGO 

blocks instead of dragging and dropping virtual blocks in a 

GUI-based Scratch programming environment using a mouse. 

The blocks are magnetic and connect to each other easily. 

They are similar to their virtual counterparts in functionality. 

After connecting an event block to several command blocks, 

a user can push a green flag button and trigger the event block 

to communicate with the command blocks and read the 

overall block structure.  
 

 
Fig. 1. MIT Scratch 3.0. 

 

       
(a) Scratch Electronic Blocks          (b) System Structure 

Fig. 2. Scratch electronic blocks. 

 

 
Fig. 3. Scratch simulator. 

 

Fig. 2 shows the connected Scratch electronic blocks and 

the system structure. When a user completes programming 

with Scratch electronic blocks in a tensible manner, the 

Scratch electronic block system starts operation by the 

pressing of the green button on the event block. Initially, the 

event block sends a control signal to identify the ID 

(identification) of the command block directly below it. 

When the command block receives a control signal from the 

event block, it sends its own ID to the event block and sends 

the control signal to the command block connected below it. 

In this same way, when the bottom-most command block 

receives a control signal, it sends its ID to the event block. 
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Each time an event block receives an ID from the command 

block, it is sent to the Scratch simulator.  

As shown in Fig. 3, when the scratch simulator obtains ID 

information of all command blocks from the event block, it 

interprets the sequence of all the IDs (that is, the algorithm) 

so that sprites (images) move around.  

Our work adopted 22 electronic blocks for teaching 6th 

graders Scratch programming in an elementary school 

classroom in Korea. To do this, we first analyzed the CS 

Framework’s K-12 standard [17]. We chose the Algorithm 

and Programming Concept as our core for the lessons out of 

the five concepts available in the CS Framework [17]. From 

our chosen concept, we then selected the associated goal in 

the grades 6–8 (ages 11–14) band: “Design and iteratively 

develop programs that combine control structures, including 

nested loops and compound conditionals.” Considering the 

6th grade level in elementary education, we finalized the 

choice of Scratch 3.0 blocks for teaching sequences, loops, 

and conditionals. Table I lists the details of the Scratch 

electronic blocks we used.  

 
TABLE I: SCRATCH ELECTRONIC BLOCKS FOR 6TH

 GRADE STUDENTS 

Category Implemented electronic blocks 

Event block When flag clicked 

C 

o 

m 

m 

a 

n 

d 

 

b 

l 

o 

c 

k 

s 

 

Control 

Forever 

Repeat 4 

Repeat 24 

If-then 

If-then-else 

Wait 1 sec 

Wait 2 sec 

Motion 

Move 50 steps 

Move 100 steps 

Turn right 15 degrees 

Turn right 90 degrees 

Go to random position 

Sound 
Play sound meow 

Play sound record 

Sensing Touch mouse-pointer 

Variable 

Set var to 0 

Set var to 1 

Change var by 1 

Change var by 10 

Pen 
Pen down 

Pen up 

 

Our Scratch electronic blocks utilize most of the existing 

Scratch 3.0 blocks, although some differences exist around 

the shape of the blocks. Where a Scratch block represents a 

pair of commands (e.g., looping commands like forever and 

repeat or conditional commands like if-then and if-then-else), 

we implemented them as separate blocks. The differences are 

minor and do not cause any issues when students use the 

blocks to undertake Scratch programming. 

 

IV. EXPERIMENT 

Our research subjects comprised sixteen South Korean 6th 

grade elementary students (i.e., 12 year olds). We all 

gathered in a classroom to work through our designed course 

for three weeks on Fridays for 80 minutes per meeting in June 

and July 2020. All students who participated in our course 

had prior experience in block coding, and one student had 

experience in using Scratch. In the first class, all students 

received a pre-test that measured their interest of programing, 

and in the last class, they received a post-test in the form of 

asking about their interest of programing in addition to 

conducting an interview.  

Our research question was: “Will the use of tangible 

Scratch electronic blocks in a taught course affect students’ 

interest in programming?” Our hypothesis was: “Students 

will have a greater interest in programming after the course 

than before the course.” 
 

TABLE II: SCRATCH PROGRAMMING COURSE FOR 6TH
 GRADE STUDENTS 

Session Syllabus 

1 
· Course overview 

· Pre-test: interest in programming 

2 

·Learning the basic concept of programming “Sequence” 

· Move 50, Move 100, Move 150, Move 200 

· Draw a line by 50, change the color and draw a new line by 

100 

· Arrange blocks appropriately to make cat move 50 to the right, 

turn 90˚, and play “Hello” sound  

3 

· Learning the basic concept of programming “Loop & Nested 

Loop” 

· Draw rectangles using “repeat 4 times” 

· Draw 4 different rectangles 

· Draw figures using “go to random position” block 

·Draw 10 squares at random locations, and make code as short 

as possible 

4 

· Learning the basic concept of programming “Events”  

· Understanding how to use the “If–then” and “If-then-else” 

block 

· Let cat move 50 if touching mouse-pointer 

· Arrange blocks appropriately to make cat say meow when it 

touches the mouse pointer while moving 200 

5 
· Draw own picture using tangible Scratch electronic blocks 

· Verify result and share with peers 

6 
· Post-test: interest in programming 

· Interview 

 

To explore these questions, we designed course content to 

meet the CS Framework standard, and we used our tangible 

Scratch electronic blocks. The course comprises a total of six 

sessions, and in them, students learn about sequences, loops, 

and conditionals. Table II shows how our syllabus develops 

over the sessions. The course consists of activities that offer 

experience in implementing simple programs with the 

tangible Scratch electronic blocks and simulators, and 

correcting errors in already-made programs. In the fifth class, 

students worked on a personal art project. Students 

assembled their tangible blocks and displayed their results in 

a simulator. 

As shown in Fig. 4, we shared a video of assembling 

blocks to implement algorithms with the students. 

We assessed the level of interest in programming before 

and after the course by issuing a survey. In it, students 

expressed their level of interest by responding to survey 

questions, marking responses on a five-point Likert scale. 

The survey consisted of a total of nine questions and was 

developed by ourselves. The survey questions were oriented 

International Journal of Information and Education Technology, Vol. 11, No. 9, September 2021

407



  

to the areas of: interest toward programming, interest toward 

programming education, interest toward programming 

activities, willingness to continue programming class, 

interest toward programming-related careers, and anxiety 

about programming lessons.  
 

 
Fig. 4. Demonstration of scratch electronic blocks in a 6th grade classroom. 

 

TABLE III: THE 6TH
 GRADE PRE-POST TEST RESULT OF INTEREST IN 

PROGRAMMING 

 Mean SD T P 

Pre-class 3.4 .947 -3.393 .000** 

Post-class 3.769 .208 

 

To prove the effectiveness of our course, we assessed the 

changes before and after the course We conducted a paired 

t-test for a single group. Table III shows the result. The 

p-value is 0.000 and less than 0.05. Therefore, there is a 

significant statistical difference between before and after. 

The students’ interest in programming improved from 3.4 to 

3.769 out of a five-point scale. Students were also more 

attentive during their classes because they were eager to test 

their results using the simulator after finishing the tangible 

block-based coding. 

Students were also interviewed about their reflections on 

their use of the tangible Scratch electronic blocks, and this 

also revealed a heightened curiosity and interest in Scratch 

programming. Below are some extracts from the student 

interviews. 

 “It was amazing to program in a different way than usual. 

And if I had the chance, I would like to make my own game 

with these tangible blocks.” 

“It was great to program using three-dimensional things, 

and it felt like it was a game.” 

“I want to do programming using tangible blocks at home. 

Even if there was an error in the programming, I could 

correct it quickly with my hands.” 

This curiosity and interest in turn led to an increased 

concentration in the programming classes.  

Programming based on a TUI is more effective for getting 

students to associate programming as playing or a game than 

programming based on a GUI, which refers to manipulating 

drag-and-drop command blocks on a computer screen.  

 

V. CONCLUSION 

In our study, Scratch electronic blocks that made use of 

tangible programming language were used to enhance 

programming learning. Elementary school students were able 

to experience Scratch programming immersively by 

assembling physical Scratch electronic blocks in their hands. 

A programming course using the tangible Scratch electronic 

blocks was developed and delivered and the students’ 

programming interest was analyzed. The analysis showed 

that the students’ interest level increased from 3.4 to 3.769, 

and the concentration during class was likewise greater.  

Following end-of-course interviews, the 6th grade students 

with prior experience in block coding based on a GUI felt that 

programming felt more like a fun game when using the 

tangible Scratch blocks based on a TUI.  

This study only involved a total of 16 students in a 6th 

grade class, so it is difficult to generalize and fully interpret 

the effectiveness of the tangible Scratch electronic blocks. 

Therefore, it is important to apply our programming classes 

using tangible Scratch electronic blocks to more students and 

to analyze the effectiveness. A comparative analysis study of 

differences in programming interest by dividing the same 

course content into GUIs and TUIs would also be useful.  
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