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Abstract—Computational thinking skill is one of the essential abilities to be learned and perfected by students of this century. Studies have shown that in the teaching and learning of programming courses, discussion and problem-solving techniques have been widely used. However, studies based on the suitability of such teaching techniques for the development of the computational thinking skills of students are, however, lacking. In this context, this research was conducted to define the teaching techniques used by university lecturers when teaching a computer programming subject and to explore how the techniques can influence the development of the computational thinking skills of students. This research was based on a combination of qualitative and quantitative approaches involving a semi-structured interview and a survey method, respectively. The research sample consisted of eight (8) university lecturers recruited from several Malaysian public universities, who had been teaching computer science to undergraduates. The results showed that in teaching computer programming, a majority of the respondents used discussion and problem-solving methods, with each assisting students to gain computer programming skills and learn certain components of computational thinking. As such, it is recommended that teaching practitioners incorporate the discussion and problem-solving techniques in the teaching and learning of programming courses. The incorporation of such strategies will help students develop good computer programming and computational thinking skills encompassing all the fundamental elements. The results also revealed that the respondents had no experience in using the metacognitive technique. As such, it is also proposed that future research should focus on this technique to investigate any possible effects that it may have on the growth of the computer programming and computational thinking skills of undergraduates.

Index Terms—Computational thinking skill, computer programming, problem-solving technique, discussion technique, metacognitive technique.

I. INTRODUCTION

Computational thinking is one of the latest skills that is much needed for student learning in the 21st century, which has witnessed the emergence of a generation of digital producers rather than digital consumers. As such, many countries have revamped their education systems by integrating elements of this ability into their school curricula. Basically, computational thinking skill is an ability that enables a person to understand how an event will take place. To date, many concepts have been used to describe this capacity, each with its own unique features. Selby [1] highlighted that computational thinking skills consist of five components, namely abstraction, algorithm, decomposition, evaluation, and generalization. Computational thinking skills are recognized as essential for students to learn computer science and IT [2]. Such acknowledgement is evident from recent studies focusing on the development of this ability among university and college students through programming courses [3]–[7].

In higher education, computer programming is one of the core subjects in computer science and information technology, the learning of which has been found daunting [3], [8] because students need to learn and develop skills that include problem solving, critical thinking, and writing codes in a specific programming language. Apparently, most students often lack such skills to help them effectively learn computer science and IT courses.

Ideally, students should possess not only high cognitive capabilities but also sound metacognitive abilities, from which information and skills can be classified [9]. In principle, metacognitive knowledge refers to the kind of knowledge that helps students monitor their knowledge during the learning process. Metacognitive skills, on the other hand, include tasks such as preparation, monitoring, and assessment [10], [11]. As such, the teaching and learning of computer programming entail metacognitive skills to help students solve programming problems [12]. Students must also have sound problem-solving skills to help them analyze programming problems critically. Essentially, solving programming problems may involve several essential steps, namely the understanding and description of a programming problem, preparation, design, writing of codes, and testing, all of which can enhance computational thinking skills of students.

As such, Malaysia should emulate other countries in nurturing students with good computational thinking skills. To date, studies focusing on the development of such skills have been conducted by several Malaysian researchers. However, most of these studies were mainly focused on primary and secondary school children in learning computational thinking. Thus far, only a few studies have been devoted to examining the effects of computational
thinking on students at the tertiary level [13]–[15]. Given a lack of such studies, it is therefore necessary for Malaysia’s research community to pursue additional studies of this nature at the tertiary level. Premised in this context, this research was conducted with the following objectives: 1) To identify techniques or approaches used in teaching computer programming, 2) To investigate the adequacy of such techniques or approaches in improving undergraduates’ programming and computational thinking skills, and 3) To examine lecturers’ knowledge of computational thinking skills.

The following research questions were formulated to help answer the above objectives:

1) What techniques or approaches are used in the teaching of computer programming, and why are they deemed appropriate?
2) How can such techniques help students improve their programming and computational thinking skills?
3) Are lecturers well-versed in computational thinking skills?

II. METHODOLOGY

The research was based on a qualitative approach involving a semi-structured interview technique. This technique enables researchers to obtain data from research subjects or respondents that provide more insights of a particular phenomenon. Additional data were also elicited through a questionnaire that was distributed to the respondents to get their feedback on their knowledge of computational thinking skills.

A. Respondents

Eight (8) computer programming lecturers from several public universities in Malaysia were selected for this research. The lecturers were recruited based on several factors, including their experiences and engagement in the teaching of the course at the bachelor’s degree level.

B. Instrument

The set of questions for the semi-structured interview was used as the key research instrument in this research. Questions were systematically organised by asking general questions first and then followed by posing more probing questions. In addition, the researchers had also developed an interview checklist to guide the posing of relevant questions to help elicit feedback on issues related to computational thinking skills and the techniques used in the teaching and learning of computer programming. Several qualitative analysis experts were recruited to validate the checklist and the set of questions.

C. Procedure

In this study, the research procedure was performed in three stages:

- **Stage 1:** To obtain written approvals from the deans of the relevant faculties to allow their computer science or IT lecturers to be interviewed.
- **Stage 2:** To conduct online discussions and determine the dates for the interviews of selected lecturers.
- **Stage 3:** To interview the selected lecturers on the pre-determined dates.

Each interview lasted for about 40 to 60 minutes and the transcriptions of all answers, opinions, and ideas were recorded.

D. Data Analysis

Data elicited from the interviews were analyzed using the thematic analysis technique that helped the researchers to do the following: 1) To understand and examine the data, 2) To arrange relevant codes or to encode the data, and 3) To determine appropriate themes (relevant to the research questions). In this study, two themes emerged from the recorded transcriptions, which were coded as Theme 1 and Theme 2. On the other hand, the quantitative data obtained from the questionnaire were analyzed descriptively.

III. FINDINGS

The demographics of the eight (8) respondents, namely their academic positions, ages, and working experiences, are summarized in Table 1. As shown, the respondents were made up of four senior lecturers and four lecturers, whose ages ranged from 40 to 55 years. The majority of the respondents taught the subject matter in the first semester of the academic year involving computer programming undergraduates in their respective institutions.

<table>
<thead>
<tr>
<th>No.</th>
<th>Current Position</th>
<th>Age (in years)</th>
<th>Teaching experience (in years)</th>
<th>Semester of study</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Lecturer</td>
<td>40</td>
<td>10</td>
<td>1</td>
</tr>
<tr>
<td>2</td>
<td>Senior lecturer</td>
<td>49</td>
<td>24</td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>Senior lecturer</td>
<td>50</td>
<td>25</td>
<td>2</td>
</tr>
<tr>
<td>4</td>
<td>Lecturer</td>
<td>42</td>
<td>15</td>
<td>1</td>
</tr>
<tr>
<td>5</td>
<td>Lecturer</td>
<td>47</td>
<td>18</td>
<td>1</td>
</tr>
<tr>
<td>6</td>
<td>Senior lecturer</td>
<td>52</td>
<td>27</td>
<td>1</td>
</tr>
<tr>
<td>7</td>
<td>Senior lecturer</td>
<td>55</td>
<td>29</td>
<td>2</td>
</tr>
<tr>
<td>8</td>
<td>Lecturer</td>
<td>45</td>
<td>15</td>
<td>1</td>
</tr>
</tbody>
</table>

The discussion of this section is divided into two themes, namely Theme 1 that concerns with the techniques used in the teaching and learning of computer programming and Theme 2 that deals with the computational thinking ability of the respondents.

A. Theme 1: The Techniques Used in the Teaching and Learning of Computer Programming

The detailed analysis of the techniques used in the teaching and learning of computer programming was based on three ‘open-response’ questions, which allowed the respondents to provide more comprehensive answers.

**Question 1:** Do you use a particular technique in teaching computer programming? If so, how do you apply such a technique?

In answering to the above question list, respondents R1 and R4 indicated that they had not applied any particular technique in teaching computer programming. On the other
hand, respondents R5 and R8 claimed that they did use some techniques, but no information was given to indicate the exact nature of the techniques used, as shown below:

R5 – “I instructed my students on what they had to do to answer these questions, and together I evaluated their responses”.

R8 – “Initially, I asked my students to read a question and then discussed the required inputs, processes, and output to solve such a question”.

Similarly, respondents R2, R3, R6, and R7 indicated that they used discussions and problem-solving methods to teach computer programming based on their answers as follows:

R2 – “I had discussed and taught my students to think logically about solving a problem, helping them analyze the problem, creating algorithms and drawing up codes; and then writing computer codes on the computer”.

R3 – “I taught my students to think critically about their assignments by assisting them to comprehend the issues, to identify the input, process, output, and suitable control structure necessary, and to draw up the flowcharts needed. Later, they developed the draft codes, which I then reviewed. Finally, the codes were run on the computer”.

R6 – “I would generally address a problem with my students while at the same time urge them to provide solutions, analyze the problem, create main algorithms or pseudo-codes, and write draft codes on a piece of paper. This was crucial to ensure that the programming logics were appropriate before the coding was carried out on the computer”.

R7 – “Planning was crucial to solving problems. Students had to plan what kind of input, process, and output was needed, including an acceptable control structure, such as ‘if and while’, and flowcharts. They would then continue to execute the coding on the computer”.

**Question 2:** Do you believe the technique you used had helped students improve their computer programming skills, thereby improving their computational thinking skills? Why is it a good idea to use it?

In response to this question, respondent R2 stated that discussion and problem-solving techniques were the best techniques for teaching computer programming, as indicated by his response as follows: “In my teaching, I have used both discussion and problem-solving techniques because I noticed that such techniques have helped my students to improve their computer programming skills”.

Likewise, respondents R3, R6, and R7 emphasized the use of the problem-solving technique in their teaching of computer programming, as evidenced by their responses as follows:

R3 – “Problem-solving, in my opinion, is the best technique for teaching computer programming because it consists of several steps to guide students in solving programming problems. Students will not lose track if they strictly follow such steps carefully, which ultimately and gradually help them to improve their programming skills”.

R6 – “I would contend that problem-solving technique is the most appropriate technique for teaching and learning computer programming. This technique covers all the steps needed in solving computer problems. Thus, by following all the steps, students will be able to practice solving programming problems more efficaciously, which in turn helps them improve their programming skills”.

R7 – “I have used problem-solving as a teaching technique, and I believe it is the best technique for teaching and learning computer programming. As students practice solving programming problems with the steps prescribed by this technique, they will be able to gain programming skills”.

Regarding the questions pertaining to the techniques that could help improve students’ computational thinking, respondents R5, R6, and R8 indicated that they were uncertain as they were not familiar with the concept of computational thinking. Likewise, respondents R1 and R4 indicated that they were also unsure about such a concept as they had not used any specific technique in teaching computer programming. By contrast, respondents R2, R3, and R7 stated that they had some knowledge about computational thinking as they had used the problem-solving technique before when teaching computer programming. Given that they had some familiarity with such a concept, they were confident that their teaching techniques had helped improve their students’ computational thinking skills, which were made evidently clear by their responses as follows:

R2 - “Given that the elements of computational thinking are relevant to problem-solving activities in programming, the use of such a technique is deemed highly effective in improving students’ computational thinking skills”.

R3 – “As students’ computational thinking skills can be improved through the learning of computer programming, any specific techniques used in the teaching of programming can indirectly improve their computational thinking skills as well”.

R7 – “Many studies have shown that computational thinking skills can be developed through the learning of computer programming. As such, I am of the opinion that the problem-solving technique is highly practical to help improve students’ computational thinking skills”.

**Question 3:** Have you ever heard the term ‘metacognitive’ and do you believe it is necessary to use the metacognitive technique in teaching computer programming to help develop students’ computer programming and computational thinking skills? How will this technique improve both skills?

In response to the question above, most respondents claimed that they had heard such a term, but they were not entirely clear of its practical significance for the development of computational thinking. In particular, respondents P3’s and P7’s responses were quite insightful to shed some light onto the practicality of such a technique, as indicated as
follows:

R3 – “I have no extensive expertise in the use of the metacognitive technique, but it may definitely contribute to the development of students’ computational thinking skills if it is used appropriately in learning programming. Obviously, we need to carry out more studies on the use of this technique in the teaching and learning of computer programming, particularly by focusing on how it can improve computer programming and CT skills”.

R7 – “Metacognitive is, in my view, a widely used term in education. Given that I come from the science background, I have little knowledge about it. However, I did read some papers suggesting that the metacognitive technique has also been used in teaching computer programming. As such, more efforts are entailed to conduct more studies to explore the efficacy of the use of such a technique in the teaching and learning process that can help enhance students’ computer programming and computational thinking skills”.

Table II summarizes the results of respondents’ responses to questions based on the first theme (Theme 1). As highlighted, the discussion and problem-solving techniques were the two teaching techniques mainly used by the respondents, indicating that such teaching techniques are widely used in Malaysia’s public universities by programming lecturers. By contrast, none of the respondents had ever used the metacognitive technique in their teaching practice.

It was also revealed that most of the respondents were unsure of the appropriateness of the use of problem-solving technique to enhance students’ computational skills, with the exception of respondents R2, R3 and R7 who provided the ‘not sure’ responses. Similarly, most of the respondents were uncertain about the appropriateness of the use of the metacognitive technique for the development of students’ computational skill, as highlighted by their ‘not sure’ responses. Only respondents R3 and R7 indicated that such a technique was appropriate, as demonstrated by their ‘appropriate’ responses.

B. Theme 2: Respondents’ Knowledge of Computational Thinking

Table III summarises the results of the survey which focused on the respondent’s insights of computational thinking by answering six ‘yes-or-no’ questions. As shown, all the respondents were familiar with the term ‘computational thinking’ based on their responses to Question 1. Evidently, they had some degree of knowledge of such a term and believed that students could develop their computational thinking skills through the learning of programming courses. In particular, their answers to questions Q2 and Q3 revealed not only their ability to correctly list the elements of computational thinking but also their sound understanding of the meaning of the term. It was also observed that none of the respondents had any experiences in teaching computational thinking courses, as reflected by their answers to question Q5. Likewise, almost all of them, except for respondent R7, indicated that they had never undertaken any kind of research on computational thinking based on their responses to question Q6.

### Table II: The Summary of the Findings Based on the First Theme

<table>
<thead>
<tr>
<th>Respondent</th>
<th>Technique used in teaching computer programming</th>
<th>The appropriateness of the problem-solving technique for CP and CT skills acquisition</th>
<th>The appropriateness of the metacognitive technique for CP and CT skills acquisition</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Discussion technique</td>
<td>Problem-solving technique</td>
<td>Metacognitive technique</td>
</tr>
<tr>
<td>R1</td>
<td>√</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>R2</td>
<td>√</td>
<td>(analysis, design, and coding)</td>
<td>x</td>
</tr>
<tr>
<td>R3</td>
<td>x</td>
<td>√</td>
<td>(analysis, planning, and design)</td>
</tr>
<tr>
<td>R4</td>
<td>√</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>R5</td>
<td>√</td>
<td>√ (analysis)</td>
<td>x</td>
</tr>
<tr>
<td>R6</td>
<td>√</td>
<td>(analysis, design, and coding)</td>
<td>x</td>
</tr>
<tr>
<td>R7</td>
<td>x</td>
<td>√ (analysis, planning, design, and coding)</td>
<td>x</td>
</tr>
<tr>
<td>R8</td>
<td>√</td>
<td>√ (analysis)</td>
<td>x</td>
</tr>
</tbody>
</table>
The discussion of this section is divided into two subsections as follows:

A. Discussion Based on Theme 1

The first theme (Theme 1) deals with the existing computer programming techniques used by the respondents and their views on the appropriateness of such techniques to enhance students’ computer programming and computational thinking skills. Table II summarizes the results of their responses to questions based on this theme. As shown, six respondents noted that they had used the discussion and problem-solving method in their teaching practices.

The discussions of the findings are as follows:

1). Discussion technique: Certainly, discussions play an important role in the teaching and learning sessions to stimulate students to think logically that helps them solve a given problem. Through discussions, programming students, especially those with few experiences, will be able to envision some ideas on how to tackle a given problem. Despite the pervasive use of such a technique, it lacks concrete steps to help tackle programming problems. Arguably, the efficacy of the discussion technique relies on the ingenuity and experience of lecturers. As indicated, respondents R1, R2, R4, R5, R6, and R8 mainly used discussions to help their students solve programming problems. The pervasive use of such a technique was not surprising given that it is one of the two common techniques, including the problem-solving technique, widely used by most lecturers in teaching programming courses [16].

2) Problem-Solving technique: Problem-solving is a common approach used by most lecturers in teaching programming courses. Primarily, students use the computer to solve problems when learning programming -- a technique that is distinct from that of solving mathematical problems without using the computer. The steps of solving computer programming problems are primarily based on computer outputs. By following the steps of the problem-solving technique, students will be able to build and strengthen their computer programming abilities and computational thinking skills.

- Comprehension and description of the problem.

In this first step, students were given a question that entailed them to identify a corresponding problem. Based on the requirements of a given problem, they would be able to examine the critical input, process, and output required to solve the problem. As shown in Table II, respondents R2, R3, R5, R6, R7, and R8 analyzed the problem with their students that helped reveal the necessary input, process, and output in computer programming. Admittedly, such an analysis plays an integral part in leaning computer programming.

Students would be able to develop skills related to the abstraction aspect of computational thinking through this analytical method, which enables them to abstract relevant data associated with a given problem and eliminate unrelated or redundant data [17]. Thus, the first step in problem-solving of computer programming can help students improve their computer programming and abstraction skills.

- Planning problem-solving.

Planning is another important aspect of computer programming that requires students to apply their knowledge to plan a number of ways to solve a given problem and to prioritize the one which is considered the most appropriate. In this regard, respondent R7’s answer was highly revealing, which underscored the significance of the second phase in problem-solving as highlighted by the following response: "Planning is essential in solving a problem. To define the necessary structure, such as ‘if’ and ‘while’, as well as to prepare a suitable flowchart, students need to plan the necessary input, process, and output. Then, on a sheet of paper, they have to perform the coding and later apply the coding on the computer." Given this revelation, it becomes imperative that this second step of problem-solving, namely planning, be embedded in the teaching of computer programming, the effect of which can help students develop strong programming skills.

Likewise, students need to break down a large, complicated problem into several manageable sub-problems, which help them to develop two elements of computational thinking. The first will assist students to move the problem-solving process to a new problem that they are
familiar with [4], [18]. The second, on the other hand, will help students dissect the problems into smaller components that can be easily solved [19].

- Designing problem-solving.

The results of the interviews showed that half of respondents (namely R2, R3, R6, and R7) strongly emphasized the third stage of problem-solving, namely the design of problem-solving, in their teaching practices. Designing is one of the essential activities after the planning process in computer programming. Typically, students are required to write a few algorithms centered on the analysis and planning, which were performed earlier in the designing activities, and to establish the logical soundness of such algorithms such that they correspond well with an output. Therefore, the implementation of designing activities in the problem-solving technique can help students improve their computer programming skills, particularly in designing. Such a practice was consistent with the activities carried out by [20], [21]. Primarily, these tasks represent the algorithmic thinking of computational thinking among students. Arguably, students may indirectly acquire this sub-skill of computational thinking by participating in designing activities in computer programming.

- Writing codes.

Coding is another important activity in computer programming in which students write relevant codes using a particular programming language. In other words, students need to perform such an activity to produce an output for a given programming problem. Also, they have to check any errors, such as logical and syntactical errors, in a program. Therefore, performing such an activity entails students to have sound logical thinking. Similarly, creativity plays an important role in generating accurate, reliable computer outputs. As revealed, respondents R2, R3, R6, and R7 insisted that their students had to write draft codes on a piece of paper before they performed the coding process on the computer. This, effectively, helped students to improve their computer programming skills in terms coding and algorithmic thinking skills. Given that coding is an integral part of learning programming courses, students are expected to develop sound algorithmic thinking by engaging in coding activities, which have been found to be highly effective in helping inexperienced students to learn the subject matter [16].

- Testing

Programming testing can be carried out iteratively by using a number of different inputs. Such iterations are necessary to ensure that the outputs produced are accurate. The practical significance of such iterative testing, however, was properly understood by the respondents, as none of them gave any indications to acknowledge its importance. Given this finding, it is important that students be informed of the significance of testing, which is indispensable in their learning practice to produce highly reliable computer outputs. By implementing testing in problem-solving, they will be able improve their computer programming skills in terms of testing. In fact, programming testing activities are consistent with the principle of concepts rooted in computational thinking that is to ensure the soundness of system solutions and algorithms to achieve the intended objectives [9]. To date, several studies have been devoted to examining the impacts of testing activities on the development of students’ computer programming skills [16], [20], [21].

3) Metacognitive technique: As shown in Table II, the results of the interviews revealed that most respondents had neither used the metacognitive technique in their teaching activities nor acknowledged its importance for the development of students’ computational thinking. The few exceptions were respondents R3 and R7, who did suggest that such a technique was necessary in their teaching practice to enhance students’ computer programming skills. Similarly, most of the respondents, with the exception of respondents R3 and R7, were unaware of the efficacy of the metacognitive technique. The former argued that if such a technique was acceptable for use in teaching computer programming, then it would certainly be acceptable to use it as a means to enhance students’ computational thinking skills. On the other hand, the latter admitted that such a technique was highly acceptable, an admission that was hardly surprising as he seemed to have a reasonably strong understanding of computational thinking in view of his experiences in conducting computational thinking studies. Thus, such findings indicate that lecturers’ experiences have a strong impact on shaping their opinions regarding the suitability of the metacognitive technique as an effective method to enhance student’s computational thinking skills, as affirmed by [12].

The results of this study of metacognitive technique are not consistent with those of previous studies such as [12] and [22], in which the former revealed that the use of such a technique had a significant effect on student learning. Admittedly, conflicting results might have been attributed to several factors, including experiential factor. For example, in this study, the respondents were university lecturers who were from science background who normally may not be familiar with the concept of metacognition or metacognitive technique. By contrast, those from the social science background, such as school teachers, may have a greater understanding of such a concept or computational thinking. Given this stark contrast, it is reasonable to argue that the background of research subjects may give rise to different results. Interestingly, one of the respondents, namely respondent R7, proposed that further research should be conducted on such a technique to explore its impacts on the development of students’ computational thinking skills, suggesting that there may be some academicians who are aware of the importance of the metacognitive technique.

Typically, in learning computer programming, students must have the skills to enable them to discern a given programming problem logically and critically such as to gain a full understanding of what needs to be done. Also, they need to determine the precise problem-solving process, apply appropriate programming strategies, eliminate programming errors, assess their problem-solving approaches, and test the programming outputs. Surely, such problem-solving steps may entail the use of the metacognitive technique to teach students to plan problem-solving strategies, monitor their
execution, and assess their effectiveness. In other words, students must manage the programming process, articulate their actions, and seek alternative solutions to improve their programming skills. Therein lies the need for using the metacognitive technique in the learning of computer programming, which can indirectly help improve students’ programming skills, as has been amply demonstrated in a study by [12].

The above discussions on the three teaching techniques help highlight the following revelations:

- Respondents who had been teaching computer programming used the discussion technique quite successfully that helped their students to think logically and critically. To a certain extent, the use of this technique managed to strengthen their students’ computational thinking skills.
- To teach computer programming to their students, the respondents also used the problem-solving technique, which is a technique commonly used by most teaching practitioners. Typically, solving a given programming problem involves several basic steps that students have to strictly follow, with each step comprising an action that pertains to a specific component of computational thinking. As such, the use of the problem-solving technique in the teaching of computer programming can indirectly help improve students’ computational thinking skills.
- In their instructional activities, the respondents did not employ the metacognitive technique. Two of the respondents' responses, however, were quite insightful in that they remarked such a technique was practically feasible to be used not only in the teaching of computer programming but also as an effective means to develop and nurture students’ computational thinking skills [12].

The discussions that focus on the first theme (Theme 1) allow the researchers to answer the first and second research questions that pertain to the teaching methods used by respondents in teaching programming and to how such techniques have helped them to enhance their students’ programming and computational thinking skills, respectively.

B. Discussion Based on Theme 2

Computational thinking skill is one of the important skills required in this information-driven century that students must acquire. Apparently, many teaching practitioners seem to recognize that the use of such a skill is only confined computer-related fields. In fact, many are unaware that computational thinking is also needed in other fields of knowledge, such as mathematics and science. Recent studies have shown that most university lecturers teaching computer science have little knowledge of such a skill. These results are not consistent with the findings from an earlier study [16], which found pre-university lecturers interviewed had a thorough understanding of computational thinking, which they had embedded in the teaching of programming courses. Similarly, [2] found that school teachers had sound knowledge of computational thinking, which enabled them to embed such a cognitive concept in their teaching practices. Such conflicting findings between university lecturers and school teachers may be attributed to the latter’s greater exposure to such a concept, as they might have attended several training courses related to computational thinking, which have been made mandatory by the Ministry of Education of Malaysia in response to the infusion of the elements of computational thinking in the new primary and secondary school curricula [13].

Given the above findings, it is imperative for university lecturers to equip themselves with sound knowledge of computational thinking to ensure they can train their students to develop such a skill, which is surely needed in studies at the tertiary level. It was also revealed that there is a lack of studies on computational thinking skills carried out by lecturers (as shown in Table III). As such, it is important for them to attend training courses in computational thinking that can help them develop relevant knowledge and expertise which can help guide their future undertakings in teaching and researching of such a skill. For example, university lecturers can carry out more studies that focus on the appropriate techniques of teaching and learning to enhance students’ computational thinking skills. The scope of such studies should be broadened beyond the field of computer science to include other educational fields, such science and mathematics. By pursuing such efforts, they can certainly gain a greater insight of the elements of computational thinking that they can capitalize on to improve and innovate their teaching practices. The call for such efforts is best exemplified by the respondent R7’s responses, stressing that teaching practitioners need to undertake more studies of computational thinking to help them gain a firm grasp of such an important concept in the twenty-first century. Overall, the above discussions help the researchers to answer the third research question that delves into the current knowledge of computational thinking among university lecturers.

V. CONCLUSION

Arguably, learning computer programming courses is very challenging, especially to novice students. To make matters worse, they must demonstrate their abilities or computer programming skills to develop and run accurate, efficient computer programs at the end of such courses. Thus, programming instructors must use appropriate teaching and learning techniques to help improve students’ computer programming skills. This research revealed that most university lecturers have been relying on the discussion and problem-solving techniques to teach computer programming to computer science undergraduates. Such revelation is hardly surprising as the discussion technique can help instructors to stimulate students’ logical and critical thinking needed in solving programming problems. Likewise, the problem-solving technique has also been widely used by lecturers to teach the same courses. Essentially, this technique consists of several steps that students must follow to solve a given programming problem. By strictly following such steps in a proper sequence, students will be able solve the problem, ultimately helping them to develop strong computational thinking, which is one of the important skills needed in learning in the twenty-first century. It was also observed that even though most lecturers have some knowledge of such a cognitive concept, but it does not
account much. Hence, they need to attend more training courses to help them gain more knowledge of computational thinking, which they can embed in their teaching practices to help students develop such a skill.

The findings of this research provide strong evidence to suggest that the discussion and problem-solving techniques are highly efficacious in helping students not only to improve strong computer programming skills but also to develop sound computational thinking skills as well. As such, it is recommended that teaching practitioners incorporate these two techniques in the teaching and learning of programming course, the incorporation of which will help students learn all elements of such skills, which leads to the development of strong computer programming skills and computational thinking skills. The findings also revealed that the use of the metacognitive techniques in the teaching and learning of computer programming has not been extensively explored. Thus, more efforts are entailed to carry out studies on its potential impacts on the development of computer science undergraduates’ computer programming and computational thinking skills. The findings of this research, which are based on an ongoing study, will serve as an important input for the development of the next phase of the same study.
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