
  

 

Abstract—Currently, C programming is taught as the first 

programming language in many universities around the world 

due to the easy-to-learn and middle-level nature. However, the 

confusing concepts of keywords and unfamiliar formality make 

it difficult for students to study. Therefore, we have previously 

developed C programming learning assistance system (CPLAS) 

for self-studies of novice students. CPLAS offers several types of 

exercise problems with the automatic answer marking by string 

matching. In this paper, we propose a mistake correction problem 

(MCP) for code debugging study as a new problem type in 

CPLAS. MCP requests to answer every mistaken element and its 

correction in a given corrupt source code. We list up reserved 

words and common library functions in C programming for 

candidates of mistaken elements, and implement the MCP 

instance generation algorithm. To help solving MCP instances by 

a student, we implement the answer interface that shows the line 

number of each mistake, the corrupt code and answer forms in 

parallel, and the hint of suggesting the first character of each 

answer. For evaluations of the proposal, we generate 20 

instances with 91 mistakes for basic grammars, and assign them 

to 18 university students in Japan, China, and Indonesia. Their 

answer results confirm the effectiveness of MCP. 

 
Index Terms—C programming, CPLAS, mistake correction 

problem, automatic generation, answer interface.  

 

I. INTRODUCTION 

Currently, C programming is taught to undergraduate stu- 

dents in many universities across the world in the first pro- 

gramming courses. C programming will be a springboard for 

learning more advanced and practical programming 

languages such as Java or Python. In addition, it is necessary 

for students in information technology or computer science 

departments to study how to access memories or registers by 

computer programs at learning computer architecture [1],  

[2]. 

To enhance C programming studies, we have developed a 

web-based C programming learning assistance system 

(CPLAS). CPLAS offers a variety of programming exercise 

problems at different levels, including the grammar-concept 

understanding problem (GUP) [3], the value trace problem 

(VTP) [4], the element fill-in-blank problem (EFP) [5], the 
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code completion problem (CCP) [6], and the phrase fill-in- 

blank problem (PFP) [7]. In any problem type, the answer 

from a student is instantly marked through string matching 

with the stored correct one at the offered answer interface 

using a web browser [8]. 

Unfortunately, the current problem types in CPLAS do not 

cover code debugging study, although code debugging should 

be a central skill for students [9]. Actually, GUP covers 

grammar study in a new programming language by 

answering the keyword in the given source code that 

corresponds to each question. VTP covers code reading study 

by tracing important variables or messages in the code. EFP 

and CCP cover coding study partially by filling in the blanks 

in the code. Therefore, a new type to cover code debugging 

study should be implemented in CPLAS. 

In this paper, we propose a mistake correction problem 

(MCP) for code debugging study as a new problem type in 

CPLAS. For a given source code, a MCP instance requests to 

answer each mistaken element and its correction. In the 

answer interface for MCP, a pair of the input forms for the 

mistaken element and the correction are prepared for one 

mistaken element in the corrupt source code, where a student 

needs to fill in both forms correctly. 

To help generating new MCP instances by a teacher, we 

present the MCP instance generation algorithm by 

modifying the one for GUP instances in [10]. First, reserved 

words and common library functions in C programming are 

listed up for candidates of mistaken elements in a code. A 

total of 67 elements are selected here. Second, these elements 

are categorized into 11 groups such that the elements having 

similar roles with each other belong to the same group. Third, 

the algorithm finds any listed element in the given source 

code, and replaces it with other randomly selected element in 

the same group to compose the corrupt source code, assuming 

that novice students can be often confused among them at 

programming. 

Besides, to help solving MCP instances by a student, we 

implement the MCP answer interface by modifying the one 

in [8]. This new interface displays the given corrupt source 

code and the answer input forms at two columns in parallel. 

Thus, a student can fill in the forms while seeing the code at 

the same time. To avoid unnecessary difficulty of the 

problem, the line number of each mistaken element is shown 

there. Moreover, the first character of each answer will be 

given as a hint when the student needs. 

For evaluations of the proposal, we generate 20 MCP 

instances with 91 mistaken elements using C source codes  

for basic grammars, and assign them to 18 university students 

in Japan, China, and Indonesia. Their answer results confirm 

the effectiveness of MCP. 
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The rest of this paper is organized as follows: Section II 

discusses related works in literature. Section III presents the 

mistake correction problem in CPLAS. Section IV shows the 

implement of the answer interface. Section V evaluates the 

MCP. Finally, Section VI concludes this paper with future 

works. 

 

II. RELATED WORKS IN LITERATURE 

In this section, we discuss related works in literature on 

code debugging studies by novice students. 

In [11], Lin et al. proposed to observe the cognitive process 

of a student using an eye tracker at debugging programs to 

see if and how high- and low-performing students behave 

differently. Based on the findings, adaptable instructional 

strategies for students at various performance levels can be 

devised to improve linked cognitive activities during 

debugging and foster learning during debugging and 

programming. 

In [12], McCauley et al. reviewed literatures related to 

learning and teaching of debugging computer programs. 

Debugging is an important skill and has been difficult for 

novice programmers to learn meanwhile being challenging 

for computer science educators to teach. They organized four 

questions: 1) what causes bugs to occur?, 2) what types of 

bugs occur?, 3) what is the debugging process?, and 4) how 

can we improve debugging learning and teaching?. 

In [13], Luxton-Reilly et al. presented an online tool called 

Ladebug that is designed to scaffold the learning of 

debugging skills. Students follow the structured debugging 

process to find and fix errors in predefined exercises. 

In [14], Lee et al. created a generic system architecture and 

process used in university classes as well as a tool, called the 

Virtual Debugging Advisor (ViDA), based on the strong 

relationship observed between common wrong  outputs and 

the corresponding common bugs in students’ programs. Their 

findings are positive, indicating that with ViDA enabled, a 

higher percentage of students were able to modify their own 

faulty codes, and an overwhelming majority of the 

respondents deemed ViDA to be beneficial to their 

programming learning.  

In [15], Ardimento et al. proposed an approach based on 

reuse of existing bugs of open source systems to provide the 

informed guidance from the failure sites to the fault positions, 

and to allow novice programmers to gain debugging 

experience quickly. The goal is to help novices in reasoning 

on the most promising paths to follow and conditions to 

define. They implemented the proposal as a tool named 

Debugging Teaching Environment (DTE) that exploits the 

knowledge about fault and bug positions. 

 

III. PROPOSAL OF MISTAKE CORRECTION PROBLEM 

In this section, we present the mistake correction problem 

(MCP) and the MCP instance generation algorithm.  

A. Definition of Mistake Correction Problem 

A MCP instance consists of a corrupt source code that 

have several mistaken elements and their correct elements 

with the line numbers in the source code. Any answer from a 

student is marked through string matching with the 

corresponding correct element. 

Fig. 1 shows the answer interface for an example MCP 

instance. The source code in the left column has three mis- 

takes: int at line 3 should be double from lines 5 and 7, 

scanf at line 4 be printf, and /lf at line 5 be %lf. In the 

right column, the corresponding line number is shown to 

each pair of input forms for the mistaken element and the 

correct element. 

B. Mistaken Element Candidates 

To generate a MCP instance automatically, the candidates 

for mistaken elements are selected from reserved words and 

common library functions in C programming that often 

appear in source codes and should be studied by novice 

students. Actually, a total of 67 elements are selected here. 

Then, these candidates are categorized into 11 groups such 

that the ones having similar roles with each other belong to 

the same group. Table I shows the selected elements with 11 

groups. For a given source code, each candidate element will 

be replaced by randomly selected another element in the 

same group, since novice students may be confused among 

the elements in the same group at writing a source code. 

C. MCP Generation Algorithm 

A MCP instance is generated through the following 

procedure: 

1) Read a C programming source code file. 

2) Select a mistaken element candidate in Table I that 

appears in the source code if all the following conditions 

are satisfied: 

2-1) The same candidate is not selected before. 

2-2) Any other element at the same line is not selected 

before. 

2-3) The generated 0-1 random number for the selection is 

smaller than 0.5. 

3) Generate the corresponding mistaken element to this 

selected candidate. 

3-1) Choose another candidate in the same group as the 

mistaken element randomly. 

3-2) Replace the selected candidate by it in the source code 

to make the corrupt source code. 

3-3) Keep the mistaken element, the original one, and the 

line number in the source code for the correct answers. 

4) Combine the corrupt source code and correct answers 

into one text file. 

5) Run the answer interface generator with the text file to 

make the HTML/CSS/JavaScript files for the MCP 

instance. 

D. MCP Instance Generation Example 

Code 1 shows the original source code for this example. 

This code requests to get two double-type values from the 

standard input and outputs their multiplication in the standard 

output. 

Code 2 shows the corrupt source code generated by the 

algorithm. From the original source code, three candidates in 

Table I, namely, double at line 3, printf at line 4, and % at 

line 5, are selected. Then, int, scanf, and /, are selected from 

the same groups for their corresponding mistaken elements. 
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TABLE I: MISTAKEN ELEMENT CANDIDATES FOR MCP 
group mistaken element candidates 

1 int short long float double char 
2 while if for switch case 
3 + - * / % & ++ – 
4 == != ><>= <= 
5 %d %ld %lf %c %s 
6 printf scanf 

7 
stdio stdlib ctype string math 
time assert signal stddef 

8 getchar putchar gets puts 

     9 

strlen strcpy strncpy strcmp fopen fclose exit 
fputc fgetc fscanf fputs fgets 

10 malloc calloc 
11 ( [ { } ]  ) 

 

Code 1: Original source code example. 

1: # include < stdio.h > 

2: int main() { 

3:   double a, b, product;  

4:   printf("Enter two numbers:");  

5:   scanf("%lf%lf", &a, &b);  

6:   product = a*b; 

7:   printf("Product = %.2lf", product); 

8:   return 0; 

9: } 

 

Code 2: Corrupt source code example. 
  

1: # include < stdio.h >  

2: int main(){ 

3:   int a, b, product; 

4:   scanf("Enter two numbers:");  

5:   scanf("/lf%lf", &a, &b); 

6:   product = a*b; 

7:   printf("Product = %.2 lf", product);  

8:   return 0; 

9: } 

IV. MCP ANSWER INTERFACE 

In this section, we present the MCP answer interface by 

modifying the existing interface in [8]. 

This new interface shows the given corrupt source code 

and the answer input forms at two columns in parallel. Thus, a 

student can fill in the input forms while seeing the code at the 

same time. To avoid unnecessary difficulty of the problem, 

the line number of each mistaken element is shown there. 

Moreover, the first character of each answer will be given as a 

hint when the student needs help. 

A. Two-Column Layout 

The interface or the web page in [8] has the one-column 

layout. In this interface, the corrupt source code appears first, 

and then, the answer input forms appear. Thus, a student has 

to scroll the page many times to see the code and input the 

forms. 

On the other hand, the new interface has the two-column 

layout as shown in Fig. 1. In this interface, the corrupt source 

code and the answer input forms appear in parallel. 

Thus, a student does not need to scroll the page to see the 

code and input the forms, unless the code is very long or a lot 

of mistaken elements are included. To deal with a long code, 

the designated scroll bar is prepared to scroll the corrupt 

source code. 

B. Answering Time and Count Display 

To encourage a student to solve the given MCP instances 

in a short time with the less number of answer submissions, 

the MCP answer interface shows the elapsed time since the 

student started to solve the current instance and the number 

of answer submission times by clicking the ‖Answer‖ button, 

as shown in Fig. 2. It indicates that 9min. 52sec. have passed 

since the student started solving the instance and clicked the 

button 8 times. 

 

 

 

 
Fig. 1. MCP answer interface. 

 

 
Fig. 2. Answering time and count example. 

 

C. Hint Button 

To avoid giving up solving an MCP instance by a student, 

the first character of each correct element in the instance will 

appear as the hints, when he/she clicks the ‖Hint‖ button, as 

shown in Fig. 3. The reason of showing the first character is 

that this hint can be easily generated from the stored correct 

element in the text file.  

However, to prevent a student from using the hint button 

facilely, the hint will appear only when the answering time 

exceeds 10 minutes and the number of answers exceeds 5 

times.  
 

 
Fig. 3. Hint button. 

 

TABLE II: GENERATE MCP INSTANCES 

ID topic 
# of 
lines 

# of 
mistakes 

1 95.83 3.22 4 

2 88.89 3.28 8 
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3 94.44 3.17 6 

4 90.28 2.56 4 

5 95.56 4.06 10 

6 89.58 3.11 8 

7 88.19 7.00 8 

8 94.44 1.83 6 

9 97.22 2.22 10 

10 93.25 5.39 14 

11 95.83 2.17 8 

12 69.50 8.33 12 

13 90.74 2.94 6 

14 97.22 2.28 10 

15 88.89 6.27 14 

16 86.67 6.06 10 

17 88.10 4.83 14 

18 84.26 6.94 12 

19 88.89 4.94 8 

20 88.61 9.50 8 

average 90.32 4.51 9 

SD 6.04 2.17 3 

 

V. EVALUATION 

In this section, we evaluate the proposed MCP in CPLAS 

through applications to 18 university students in Japan, China, 

and Indonesia. 

A. Generate MCP Instances 

For evaluations, we generate 20 MCP instances with the 

total of 91 mistaken elements using 20 source codes for basic 

C programming grammar topics. Table II shows the topic, the 

number of lines in the source code, and the number of 

mistaken elements in each instance. 

B. Solution Results for Individual MCP Instances 

First, we analyze the solution results for the individual 

MCP instances by all the students. Fig. 4 shows the average 

correct answer rate and the average number of answer 

submission times for each MCP instance. The average and 

standard deviation (SD) among all the instances are 90.32% 

and 6.04% for the correct rate, and are 4.51 and 2.17 for 

submission times, respectively. These results suggest that the 

generated MCP instances have medium difficulty for C 

programming beginners. 

C. Hard MCP Instances 

Next, we analyze hard MCP instances for novice students. 

Fig. 4 indicates that the instance at ID=12 exhibits the lowest 

correct rate and the second highest number of submissions. 

Firstly, as shown in Code 3, it contains a mistake on the long 

long data type, which is not common to novice students. It is 

used to deal with large integer values by storing 64 bits of 

data, which takes twice as much memory as the long data type. 

To print or scan the long long data type, the prefix become ll. 

Thus, %lld is used here. Secondly, at line 11, a mistaken 

element } is included. Some students do not notice the 

distinction between } and ). Finally, some students are 

confused at the conditional statements of == and != in this 

instance. 
 

 
Fig. 4. Solution results for individual MCP instances. 

 

 
Fig. 5. Solution results for individual students. 
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Fig. 4 also indicates that the instance at ID=20 exhibits the 

highest number of submissions. As in Code 4, it contains 

mistakes on strlen and strcpy regarding the file access, 

which may not be well understood by novice students. 

Therefore, we will add brief explanations on long long, ==, 

and strcpy in the corresponding MCP instances, to easily 

remind students of them, which will be in future works. 

D. Solution Results for Individual Students 

Third, we analyze the solution results for the individual 

students in all the MCP instances. Fig. 5 shows the average 

correct answer rate and the average number of answer 

submission times for each student. Their SD among all the 

students are 15.14% and 3.04, respectively. Six students 

among 18 achieved the 100% correct rate, and 13 students did 

higher than 94%. Only one student did not reach 50%. The 

results suggest that most of the students seriously solved the 

MCP instances. 

 

VI. CONCLUSION 

This paper proposed the mistake correction problem (MCP) 

for code debugging study in C programming learning 

assistance system (CPLAS). It requests to answer every 

mistaken element and its correction in the given corrupt 

source code. To help generating MCP instances from source 

codes, 67 candidate mistaken elements with 11 groups were 

selected from reserved words and common library functions 

in C programming, and the MCP instance generation 

algorithm was implemented. The answer interface for solving 

MCP instances was also presented, which shows the corrupt 

code and the input forms in parallel and offers the hints when 

requested. For evaluation, 20 instances with 91 mistakes 

were generated using source codes for C programming basic 

grammars, and were assigned to 18 university students in 

Japan, China, and Indonesia. Their answer results confirmed 

the effectiveness of the proposal. In future works, we will add 

brief explanations of hard programming concepts in the 

corresponding MCP instances, generate new MCP instances 

on other topics that students may not understand well, and 

assign them in C programming courses. 

 

Code 3: Mistaken code at ID=12. 

  

1:#include math.h 

2:#include stdio.h 

3:int convert(long double bin); 

4:int main() { 

5:    long long bin; 

6:    printf("Enter a binary number: "); 

7:    scanf("%lld", &bin); 

8:   printf("%lld in binary = %d in octal", bin, convert(bin)); 

9:   return 0; 

10: } 

11:int convert(long long bin} { 

12:   float oct = 0, dec = 0, i = 0; 

13:   while (bin != 0) { 

14:       dec += (bin % 10) * pow(2, i); 

15:       ++i; 

16:   bin /= 10; 

17:    } 

18:    i = 1; 

19:    if (dec != 0) { 

20:        oct += (dec % 8) * i; 

21:        dec /= 8; 

22:        i *= 10; 

23:    } 

24:    return oct; 

25: } 

 

Code 4: Mistaken code at ID=20. 

  

1:#include stdio.h 

2:#include string.h 

3:int main() { 

4:   char str[5][50], temp[50]; 

5:   scanf ("Enter 5 words: "); 

6:   for (int i = 0; i < 5; --i) { 

7:      fgets(str[i], sizeof(str[i]), stdin); 

8:   } 

9:   for (int i = 0; i != 5; ++i) { 

10:      for (int j = i + 1; j < 5; ++j) { 

11:         if (strcmp(str[i], str[j]) > 0) { 

12:            strlen(temp, str[i]); 

13:            strcpy(str[i], str[j]); 

14:            strcpy(str[j], temp); 

15:         } 

16:      } 

17:   } 

18:   printf("\nIn the lexicographical order: \n"); 

19:   for (int i = 0; i < 5; ++i) { 

20:      fputs(str[i], stdout); 

21:   } 

22:   return 0; 

23: } 
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