Learners’ Differences in Blended Learner-Centric Approach for a Common Programming Subject

Qi Cao*, Chee Kiat Seow, Li Hong Idris Lim, Sye Loong Keoh, Vicki Dale, Sarah Honeychurch, Nathalie Tasler, and Duncan Bremner

Abstract—As the number of students entering higher education increases with a growing diversity of background, educators of programming courses face increasing challenges. Different teaching pedagogies need to be explored for students with different background knowledge. Some students find programming courses difficult to understand and practice. It may lead to de-motivation and disengagement in learning process with consequential impact on their grades. Addressing these issues demands approaches for effective teaching programming courses to multidisciplinary cohorts. This article investigates how computing science (CS) and engineering cohorts respond differently to teaching approaches in a common module, Fundamentals of Programming. Both traditional teacher-centric teaching and a blended learner-centric approach have been explored in a diverse group of students. The blended learner-centric approach combines classroom teaching and self-paced blended learning using work examples videos method. These two teaching approaches have been evaluated in Academic Year 2019/2020. It can be seen from the evaluation results of 92 CS and 150 Engineering students who participate in this research that the performance is improved by about 5% through blended learner-centric approach. It is further observed that quantitatively the performance gap between CS and Engineering students has been reduced. Questionnaire survey has also been conducted with 54 CS and 89 Engineering students being responded. The learners’ perceptions of the blended learner-centric approach have also been compared between these two cohorts.

Index Terms—Diverse learners, learners’ difference, learners perceptions, learning of programming

I. INTRODUCTION

Software programming skills have become key for 21st century students [1]. Software programming courses in computing science (CS) have become essential courses to students in multiple fields. In the science, technology, engineering, and mathematics (STEM) areas, the software programming education is no longer just for computing science (CS) students, but also for other majors, who have a wide spectrum of prior background knowledge and programming experiences [2]. Some CS fundamental subjects have become popular options for non-CS majors [3]. It is an interesting topic of how to manage the diversity of learner differences in teaching programming subjects.

Teaching programming subjects to first year students is a difficult task in higher education [4], with many challenges encountered by lecturers [3], as large cohorts may exhibit a wide spectrum of prior programming experience, background, and interests [5]. On one end of the spectrum, some students have minimum prior programming skills, while on the other end, some of them already have substantial hands-on programming experience [6]. This diversity brings difficulties in teaching programming courses in higher education institutions (HEIs), as course contents must cater for all students [3, 7].

The fundamentals of programming (FoP) subject which provides basic knowledge and coding training to students is an introductory programming subject in HEIs [8]. If students can excel in the introductory programming subjects, it may prevent students from switching to other majors [9] and reduce the dropout rate. However, learning programming skills can be challenging. Robins et al. [10], further supported by Grover and Pea [11], suggest that much of the challenges are the acquisition of Computational Thinking skills. As a fundamental competence, Computational Thinking skills include formulating problems, representing data, analysing data, implementing solutions [12]. Many students feel programming is not easy to learn [13], and as a subject it is hard to score good grades [14]. Some students even perceive software programming as one of their hardest subjects [6, 15, 16]. It results in a high dropout or failure rates, as compared to other subjects [17–21], which could be up to 30-50% [20, 21]. Several potential reasons include variations in reference materials, lectures delivery, lab session approaches, problem solving ability, time management, students’ characteristics, and motivation to study programming [4, 14]. Another reason is large number of students present in single programming labs [6, 22].

Prior programming knowledge of students could be a possible predictor of success in programming courses [6, 23]; it can trigger better motivation and confidence levels to achieve learning goals [5]. Students with prior hands-on programming experience have a more positive attitude and lower chances of dropping out, as compared with students without prior programming knowledge [9]. Students from non-CS backgrounds may have difficulty in applying theoretical knowledge to real world programming problems [24, 25].

Various approaches have been explored to improve teaching of programming courses, with different levels of curriculum for students with less prior experience [5]. Separate optional introductory courses have been offered to students with less experience [26, 27]. Some redesigned introductory course content is provided to students with less
prior experience [28]. A computing approach with digital media materials may reduce failure rates for students without prior experiences [16]. The value of a collaborative learning approach is reported in [22, 29], for students to help each other in group assignments through discussions and teamwork. A learner-centred approach is another possible method for teaching programming courses [30].

Existing literature suggests that blended learning is effective in improving the student learning experience [31, 32]. Blended learning, also known as hybrid learning, is explored in teaching introductory programming courses [33, 34], including online collaboration learning model, and online self-paced learning models, etc. [4]. Online self-paced learning models provide flexibility to students, at different locations and time. According to students’ feedback, blended learning better enables them to understand programming concepts [35]. Blended learning results in improved outcomes compared with traditional teacher-centric learning method in programming courses [4].

It is interesting to explore the teacher-centric teaching approach and a blended learner-centric approach in the common subject, Fundamentals of Programming (FoP) for CS and Engineering students. It is particularly interesting to investigate what extent do a blended learner-centric approach benefit students majoring in CS versus Engineering in the programming subject. It is also worth to study what extent do learners’ perceptions of the blended learner-centric approach differ between CS and Engineering cohorts when learning programming courses. In this paper, the comparisons of the differences in learning a common subject, FoP between Year 1 CS and Engineering students are investigated with the blended learner-centric approach. To the best of our knowledge, this is the first work comparing differences between CS and Engineering cohorts, in their response to a blended learner-centric approach on a common programming subject in HEIs.

The University of Glasgow, Singapore (UGS) partners with Singapore Institute of Technology (SIT) to offer a joint degree with honours programmes. The teaching approach of the University of Glasgow emphasises active learning and independence in learning [36], which are retained in the offering of degree programmes in Singapore.

FoP is a common module for students of CS, Mechanical Engineering (MEC), and Aerospace Engineering (AEE). It is taught in the first trimester of Year 1. Students have the options to opt for exemption from this subject, if they can show their syllabus and transcripts with results higher than Grade B in their prior study. The content of this subject is designed to be taken by any student interested in acquiring programming skills. The topics are covered in this subject as follows:

1) Introduction to social context of computing.
2) Concepts and knowledge in programming, such as data types, control structures, functions, arrays, pointers, and files input/output.
3) Secure coding, such as input validation, data sanitization, and buffer overflows.
4) Compiling, running, debugging, and testing programs.
5) Overview of programming paradigms.

The programming concepts are practiced and demonstrated in standard programming languages, i.e., C and C++. In each week, the contact hours include two-hour lectures, and a one-hour lab session. The lab session involves hands-on practice and skill-based learning activities with specialised software. Performance of students is assessed by a final exam, as well as continuous assessments (CA) including lab exercises and project assignments. The weighting between the final exam and CA is 60%:40%. Details of the case study and performance evaluations will be discussed in this paper.

II. STRUCTURE OF ASSIGNMENT PROJECTS

In this subject, there were two project assignments as the continuous assessments (CA), to assess students’ hands-on programming skills by solving real-world problems. Considering the projects’ difficulty, students were divided into small groups and solve the problems through teamwork. Each group was required to submit a final solution report with all source codes attached.

In the first project assignment, students were asked to develop a C program to perform a linear regression analysis on a given dataset (10,000 data pairs) with certain noise. Compared to the first one, the second project assignment was more difficult in terms of scopes and deliverables. It required students to not only perform analyses on noise probability and obtain random noise statistics in a large noisy dataset, but also compute probability density function for this dataset.

To compare how CS and Engineering cohorts responded differently to two alternative learning approaches, there were two project assignments being conducted in this FoP subject. The traditional teacher-centric teaching approach was used for the first assignment, its project specifications, scope, and deliverables explained to all students in a face-to-face (F2F) lecture. Before the F2F lecture, the project assignment documents were shared online for students’ pre-reading through the learning management system (LMS). Students could follow instructions in these project documents and work in groups. A F2F Q&A session was also provided to CS and Engineering students separately, with a half hour duration.

The blended learner-centric approach was adopted for the second project assignment. Besides the traditional teacher-centric F2F lecture session and project documents shared online via the LMS, worked example videos as complementary materials were also provided. Worked example videos illustrated step-by-step problem-solving processes for students [37]. In the second project assignment, the worked example videos were recorded using an iPad with a pen. Students could watch the complementary worked example videos repeatedly in their own time. One F2F Q&A session was also offered to CS and Engineering students separately, with a half hour duration.

For this FoP subject, 92 students from CS, and 150 students from Engineering (both MEC and AEE) were enrolled in AY2019/2020. These students came from diverse backgrounds in terms of their programming knowledge and skills. The spectrum distributions of prior programming experiences of CS cohort and Engineering cohort were different.
One of the admission criteria to the School of CS was that applicants had been learned a few programming courses in their prior study, evidenced on their transcripts. Most CS students graduated from an Information Technology (IT) related Diploma in Singapore polytechnics with prior programming knowledge. Some CS students even had few years’ working experience in the IT industry with good hands-on programming skills. Only a small percentage of CS students who graduated from a non-IT related Diploma did not learn programming courses previously, but they usually obtained a high GPA in their prior study illustrating good learning capabilities, with some programming theory knowledge by self-study.

In contrast, most Engineering (both MEC and AEE) students did not learn programming courses when they matriculated into the joint degree programmes, according to their transcripts and syllabus at the admission application stage. However, there was a small percentage of Engineering students having gained programming knowledge through previous self-study, indicated by these students in lectures and tutorials’ discussions of the FoP subject.

Teamwork in group projects was very important to a successful project. The grouping of students was conducted as the voluntary basis, that students formed their grouping with whom they were comfortable to work. Due to this consideration, the students with prior programming knowledge were not specifically distributed into different groups. CS students were divided into groups of three. Engineering students typically worked in a larger group size, as their subjects often involved use of electronic hardware or mechanical components. Engineering students requested to be divided into groups of four for the assignments, as they had less prior programming knowledge than the CS cohort, allowing more of a collective effort and manpower to apply programming theory in solving real-world problems. It could increase their confidence level to complete the project assignments on time. The group size is suggested to be four or five that tends to work better [38, 39].

In view of the learners’ differences between the CS and Engineering cohorts, the requests of Engineering students were considered reasonable. In response, 92 CS students were divided into 28 groups of three and two groups of four while 150 Engineering students were divided into 36 groups of four members, and two groups of three members. The groupings were kept the same for both project assignments.

In a quick summary, the first assignment was less difficult with the traditional teacher-centric teaching approach, while the second assignment was less difficult with the blended learner-centric approach. Students were given three weeks to complete each assignment. The first assignment was released in Week 5 in the semester, the second in Week 9, to give students enough exposure to the course content before the assignments were given. At the end of the semester, an evaluation was conducted for comparison analysis from the perspectives among learners with different backgrounds, i.e., between the CS cohort and the Engineering cohort.

III. RESULTS ANALYSIS

In this section, the results analysis is presented, with quick summary as follows:

1) Performance comparisons between CS and Engineering cohorts were conducted taking a common programming subject. Results showed a consistent performance improvement with about 5% by the blended learner-centric approach for both cohorts. The performance gap between these two cohorts comparably had been reduced.

2) Feedback from CS and Engineering students had been collected through the survey questionnaire with about 59% response rate (54 CS students and 89 Engineering students). Detailed analysis had been conducted on learners’ perceptions of the blended learner-centric approach, revealing key behavioural differences between the two cohorts.

- CS students reported higher acceptance to learning programming with the blended learner-centric approach and showed a higher appreciation for the worked example videos that covered profound mathematical concepts and the detailed programming steps. On the other hand, it was found that Engineering students were less appreciative of them and more likely to have struggled with watching them, although some of them watched the videos repeatedly to gain better understanding.

- Although more time was needed for independent learning with the blended learner-centric approach, Engineering students preferred to learning contents consisting of a high proportion of worked example videos at about 60%–80% versus F2F lecturing for programming courses, illustrating that more Engineering students realised the benefits of blended learner-centric approach on programming courses.

A. Academic Performance Comparisons

The mean score differences between CS and Engineering cohorts for these two project assignments are shown in Table I. It is observed that the mean score of Assignment 2 was higher by about 4.35% than that of Assignment 1 for the CS students. The mean value of Assignment 2 was higher by about 5.2% than that of Assignment 1 for the Engineering students. Comparing the CS and Engineering cohorts, it is observed that the mean score of CS students was higher by about 1.55% than that of Engineering students with the traditional teacher-centric teaching approach in Assignment 1. The mean score of CS students was higher by about 0.74% than that of Engineering students after the adoption of the blended learner-centric approach in Assignment 2. It is observed that both CS and Engineering cohorts benefited from the blended learner-centric approach in Assignment 2, and that the performance gap between the CS and Engineering cohorts had been reduced after the adoption of the blended learner-centric approach.

<table>
<thead>
<tr>
<th>TABLE I. RESULTS COMPARISONS BETWEEN TWO COHORTS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Average Marks</td>
</tr>
<tr>
<td>Assignment 1</td>
</tr>
<tr>
<td>Assignment 2</td>
</tr>
<tr>
<td>Improvement</td>
</tr>
</tbody>
</table>
The t-test was used to evaluate if there was a statistically significant difference of the mean values of CS and Engineering cohorts. For the t-test, the value of the alpha level was set as 0.05. The results of the t-test between Assignment 1 and Assignment 2 of the CS cohort are shown in Table II, representing improvements after adopting the blended learner-centric approach. The P-value of the t-test (i.e., \( P << \alpha \) level) indicated that there was a statistically significant difference between the mean scores of CS students in Assignment 1 and Assignment 2, showing significant improvement with the blended learner-centric approach.

<table>
<thead>
<tr>
<th>TABLE II: T-TEST FOR CS STUDENTS IN ASSIGNMENT 1 AND 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Assignment 1 of CS Students</td>
</tr>
<tr>
<td>Mean scores</td>
</tr>
<tr>
<td>Variance</td>
</tr>
<tr>
<td>Observations</td>
</tr>
<tr>
<td>P value (at ( \alpha = 0.05 ); two-tail)</td>
</tr>
</tbody>
</table>

The results of the t-test between Assignment 1 and Assignment 2 of the Engineering cohort are shown in Table III, i.e., before and after adopting the blended learner-centric approach. The P-value of the t-test (i.e., \( P << \alpha \) level) indicated a statistically significant difference between the mean scores of Engineering students in Assignment 1 and Assignment 2, illustrating significant improvement.

<table>
<thead>
<tr>
<th>TABLE III: T-TEST FOR ENGINEERING STUDENTS IN ASSIGNMENT 1 AND 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Assignment 1 of Eng. Students</td>
</tr>
<tr>
<td>Mean scores</td>
</tr>
<tr>
<td>Variance</td>
</tr>
<tr>
<td>Observations</td>
</tr>
<tr>
<td>P value (at ( \alpha = 0.05 ); two-tail)</td>
</tr>
</tbody>
</table>

The results of the t-test between CS and Engineering cohorts comparisons for Assignment 2 are shown in Table IV. The P-value of the t-test (i.e., \( P = 0.44 \)) is much larger than the alpha level (i.e., \( \alpha = 0.05 \)). Hence, there was no statistically significant difference between the mean scores of CS and Engineering cohorts in Assignment 2. The difference was small, although CS students obtained slightly higher mean scores with the blended learner-centric approach.

<table>
<thead>
<tr>
<th>TABLE IV: T-TEST FOR TWO COHORTS IN ASSIGNMENT 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Assignment 2 of CS Students</td>
</tr>
<tr>
<td>Mean scores</td>
</tr>
<tr>
<td>Variance</td>
</tr>
<tr>
<td>Observations</td>
</tr>
<tr>
<td>P value (at ( \alpha = 0.05 ); two-tail)</td>
</tr>
</tbody>
</table>

B. Comparison of Learners’ Perceptions

A survey was conducted after the last lecture of the FoP subject. All students enrolled in this subject (92 CS students and 150 Engineering students) were invited to participate. It was made known to the students that their responses were fully anonymous, and that completion of the survey was voluntary, and that participation would not have any impact on their academic results. We designed the survey questions, consisting of nine major questions that will be illustrated next in this section. The response rates of CS and Engineering students were about 59%, with 54 CS students and 89 Engineering students as shown in Table V.

<table>
<thead>
<tr>
<th>TABLE V: SURVEY RESPONSE RATES</th>
</tr>
</thead>
<tbody>
<tr>
<td>No. of Enrolled Students</td>
</tr>
<tr>
<td>CS</td>
</tr>
<tr>
<td>Engineering</td>
</tr>
</tbody>
</table>

The perceptions on blended learner-centric approach between the CS and Engineering cohorts had been explored. Students’ feedback had been collected through a survey. The results of the survey questionnaires are discussed next.

1) Q1: Acceptance of blended learner-centric approach

The feedback comparisons of the two cohorts for Question 1 in the survey are shown in Fig. 1. It is observed that CS students were more comfortable with the blended learner-centric approach than Engineering students, as the mean value of CS students was 4.11, while that of Engineering students was 3.64. It has the positive impact to better academic performance of CS students achieved.

2) Q2: Acceptance of worked example videos

For Question 2 in the survey, the feedback from the two cohorts is compared in Fig. 2. It is observed that CS students exhibited higher percentages at both extreme ends suggesting a bimodal distribution, while Engineering students’ feedback showed higher percentages in the middle of the spectrum. The mean value of CS students was 3.93, while that of Engineering students was 3.65. It shows that CS students have better average learner satisfactions in the learning.
3) **Q3: Viewing completion of worked example videos**

The feedback from CS versus Engineering students for Question 3 are shown in Fig. 3. It is shown that 98% CS students completed watching the videos, while only 78% Engineering students completed watching the videos. It is in line with the academic performance achieved for these two cohorts.

![Fig. 3. Comparison on Question 3: Did you complete entire worked examples videos of Assignment 2?](image)

4) **Q4: Effectiveness of worked example videos**

For survey Question 4, the student comparisons are shown in Fig. 4. The mean value of CS students was 4.30, while that of Engineering students was 3.62. It is observed that more CS students appreciated the worked example videos. Engineering students showed less appreciation for the videos. It suggests better learner satisfactions for the CS students, and it could be one of the reasons for better academic results of CS students.

![Fig. 4. Comparison on Question 4: To what extent, worked examples videos help in your understanding assignment requirements and deliverables?](image)

5) **Q5: Inspirational properties of the worked example videos**

These worked example videos explain relevant knowledge and working procedure of the project assignments for students. For survey Question 5, shown in Fig. 5, similar opinions among CS and Engineering cohorts were observed for most of the options, except for the second option on the inspirational feature, where more engineering students watched the videos to know more about the course concepts.

![Fig. 5. Comparison on Question 5: Which approach below best describes the properties of the work examples videos?](image)

6) **Q6: Repeated viewing of worked example videos**

For Question 6, it is observed in Fig. 6 that 10% Engineering students frequently repeatedly watched the worked example videos. The mean value of CS students was 2.71, while that of Engineering students was 2.95. It shows that Engineering students may spend much time in watching the worked examples videos, when they worked in the project assignments. It shows that the videos provided some useful learning materials that Engineering students may take some time to digest, compared to CS students.

![Fig. 6. Comparison on Question 5: Did you have to repeat the viewing of the videos to understand the assignment better?](image)

7) **Q7: Challenges experienced with blended learner-centric approach**

Responses to Question 7 are shown in Fig. 7. It is observed that a slightly lower percentage of CS students reported encountering challenges compared to Engineering students. It is in line with the responses on Question 6 where some students watched the videos repeatedly, when they faced challenges in the learning.

![Fig. 7. Comparison on Question 7: Did you face any challenges of learning in this blended learner-centric approach?](image)

8) **Q8: Future use of the blended learner-centric approach**

The feedback comparisons of the survey Question 8 are shown in Fig. 8. It shows that CS students were slightly more positive to have more subjects using the blended learner-centric approach. About 2/3 students from both
cohorts indicate positively with the blended learning-centric approach. It shows the good learner satisfaction achieved, where CS students show slightly higher satisfaction compared to the Engineering students. It is in line with the academic performance achieved for two cohorts.

9) **Q9: Optimal proportion of F2F v.s. worked example videos**

Question 9 responses are shown in Fig. 9. It is observed that more CS students preferred learning contents consisting of a higher proportion of worked example videos at 60%–80%. It is in line with the observation from the previous survey questions that CS students achieved higher learner satisfactions and faced lower learning challenges in the blended learner-centric approach.

The research findings of the comparisons between the enrolled CS and Engineering cohorts are important. However, there are a few limitations in this research as follows.

1) These two group project assignments assumed that every group member contributed equally and proactively. Group assessments were marked with the same score assigned to all members in the group. However, one group complained that one of their members contributed very little in both assignments, known as social loafing in cooperative learning or group work which negatively impacts the group spirit [41, 42]. The team dynamics are an important topic in almost all group projects, that potentially impacts the success of group projects. To address this issue, peer evaluation scores should be incorporated for every student on top of a group assessment score, to motivate all students.

2) The assessment comparisons were only performed by the enrolled students of this subject, not all students, and there could have been a response bias in relation to the survey response rate. The research only involved a single case study in a single institute. The methodological assumptions and findings may not be generalisable to other institutes. However, the transparency in conveying the research design should be helpful with potential transferability to other similar HEIs that teach programming courses.

3) The group sizes were not equal for CS and Engineering cohorts. The reason was the change of the original plan of three members per group, due to the strong requests of Engineering students to increase one more member by assuming themselves less prior programming experience. For a fair comparison in future improvement, the group size of different cohorts should be the same. But it is a minor limitation, due to the analysis by the t-test. The t-test is not necessary to have the assumptions of equal sample size.
IV. CONCLUSION

The FoP is a compulsory subject to Year 1 students majoring in CS and Engineering in the joint degree programmes of UGS and SIT in Singapore. There is a wide diversity of backgrounds and prior knowledge of students across multi-disciplinary fields. Some students have prior experience in programming, while others may have no programming skills. This research work investigates the difference comparisons on performances and learners’ perceptions between CS and Engineering cohorts in learning the programming subject. By adopting a blended learner-centric approach on this FoP subject, the academic performance of both CS and Engineering cohorts were consistently improved. The comparison analyses also show that the performance gap between CS and Engineering cohorts was reduced. Furthermore, the survey of student perceptions reveals that both cohorts are satisfied with the blended learner-centric approach. Although differences in learning procedure and feedback are observed between two cohorts, they are open to the benefits of learning programming courses with such an approach.

V. FUTURE DIRECTIONS

Moving forward, in the next phase of research, the blended learner-centric approach will be enhanced on both cohorts with different project assignments, thus addressing the limitations presented in Sub-section III-C. The performance results and learners’ perceptions will be compared and analysed between two cohorts again.
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