
  

  

Abstract—To enhance Java programming educations, we 

have proposed a Web-based Java Programming Learning 

Assistant System (JPLAS) that provides a variety of 

programming assignments to cover different learning levels. As 

fundamental programming exercises for novice students, 

JPLAS offers the Code Fill-in-blank Problem (CFP) and the 

Code Fixing Problem (CXP), to learn Java grammar and basic 

programming skills through code reading. A CFP instance 

requires filling in the blank elements in the problem code 

generated by applying the coding rule check function and the 

blank element selection algorithm. A CXP instance involves 

correcting the error elements made by the error injection 

algorithm. In both problems, all answers from the students will 

be marked through string matching with the stored correct one. 

In this paper, we propose the Code Amendment Problem (CAP) 

as a practical problem for learning the debugging process by 

combining CFP and CXP in JPLAS. As a mixture of CFP and 

CXP instances, a CAP instance is generated by randomly 

selecting either blank or error for each element with a given 

blank probability BP. For evaluations, we apply 12 CAP 

instances to 21 students in Japan and Myanmar, where the 

results show that BP = 50% offers the highest difficulty level, 

and CAP is harder than CFP and CXP. 

 
Index Terms—Blank element selection algorithm, code 

amendment problem, coding rule check function, error 

injection algorithm, Java programming, JPLAS. 

 

I. INTRODUCTION 

Nowadays, the object-oriented programming language 

Java has been widely applied in various systems in societies 

and industries due to its exceptional reliability, portability, 

and scalability. Java was selected as the most popular 

programming language in 2015 [1], and still remains as the 

mainstream [2]. To respond to the strong demand from 

industries for Java programming educations, a plenty of 

universities and professional schools have introduced various 

Java programming courses to meet this challenge.  

A typical Java programming education consists of two 

elements, namely, grammar study using a textbook and 

programming exercises with a computer. That is, we have 

developed a Web-based Java Programming Learning 

Assistant System (JPLAS) [3]-[7], which provides several 

types of programming exercises to support self-studies of 

students at different learning stages.  

Among them, Code Fill-in-blank Problem (CFP) 1 [8] and 
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the Code Fixing Problem (CXP) [9] are elementary 

programming exercises designed for novice, to learn Java 

grammar and basic programming skills through code reading. 

A CFP instance requires filling in the blank elements in the 

problem code that is generated by applying the blank element 

selection algorithm to a high-quality source code. This code 

is also generated by applying the coding rule checking 

function. A CXP instance needs correcting the error elements 

that are made by applying the error injection algorithm to the 

blank elements selected by the blank element selection 

algorithm. In both problems, all answers will be marked 

through string matching with the stored correct one.  

In addition, the readability of a source code plays an 

important role in achieving the maintainability and the 

uniformity of the code for corrections, modifications, and 

extensions. A readable code can be realized by following 

coding rules, which may be composed of naming rules, 

coding styles, and potential problems [10]. The coding rule 

check function will examine the adherence of the coding rules 

of a given Java source code, then return the locations that do 

not follow them. By applying this function, only a readable 

source code is used to generate CFP and CXP instances.  

The blank element selection algorithm selects as many 

blank elements as possible that have the unique answers from 

a given Java source code. An element represents the 

minimum unit in a code, which includes a reserved word, an 

identifier, and a control symbol. A reserved word signifies a 

fixed sequence of characters that has been defined in the Java 

grammar to imply a specific function. An identifier is a 

sequence of characters defined in the code by the author to 

represent a variable, a class, or a method. A control symbol in 

this paper indicates other grammar elements such as "." (dot), 

":" (colon), ";" (semicolon), "(,)"(bracket), "{,}" (curly 

bracket).  

The error injection algorithm injects errors into the source 

code by changing elements with similar but incorrect ones. 

The algorithm injects errors into the source code by chang- 

ing the data type, the name of a class, a method or a variable, 

and important Java Keywords. It may also change an operator, 

a constant number, or a constant name in an equation or a 

conditional expression, to inject errors into the behavior of 

the code. 

In this paper, we propose the Code Amendment Problem 

(CAP) in JPLAS to offer feasible exercises on code 

debugging process. As a mixture of CFP and CXP instances, 

a CAP instance is generated by randomly selecting either 

blank or error for each element that is selected by the blank 

element selection algorithm. For a generated CAP instance, 

the difficulty level can be controlled by adjusting the 

probability of selecting blank, which is specified as the blank 

probability (BP) for convenience in this paper. 
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For evaluations, we generated 12 CAP instances using 

source codes in [11] and [12] with 30%, 50%, and 70% for 

BP, and assigned them to 21 students in Japan and Myanmar. 

The results show that BP = 50% offers the highest difficulty 

level among them, and CAP is harder than CFP and CXP. 

The rest of this paper is organized as follows: Section II 

shows a brief survey of related works in literature. Section III 

reviews our related previous works to this paper. Section IV 

presents the code amendment problem. Section V evaluates 

the proposal. Finally, Section VI concludes this paper with 

future works. 

 

II. RELATED WORKS IN LITERATURE 

In this section, we overview the literature related to the 

programming study through code debugging and code 

reading. 

In [13], Ahmandzadeh et al. showed that even students 

with knowledge of programming do not acquire the skills of 

debugging codes effectively. Skills at debugging seems to 

make the programmer confident and they suggested that 

more emphasis should be placed on debugging skills in the 

teaching of programming. 

In [14], Ichinco et al. performed an exploratory study of 

novices using examples to complete programming tasks. To 

analyze programming behaviors, they defined the realization 

point at the time when a participant discovered the crucial 

concept in an example. It is observed that it may take a 

participant much time to reach the realization point because 

the time he/she spent on executing the example code was 

longer than on reading the example code. 

In [15], Griffin discussed several lines of research, in order 

to support the premise that people learning programming can 

do more effectively and efficiently if they spend as much 

time on deconstructing codes as on writing codes. The term 

deconstruction is referred to as reading, tracing, and 

debugging a code. 

In [16], Kakeshita et al. developed a programming tool 

supporting education called Pgtracer. Pgtracer utilizes 

fillin-the-blank questions composed of a source code and a 

trace table. The blanks in the code and the trace table must be 

filled by the students to improve the code reading while 

solving the questions. 

 

III. PREVIOUS WORKS 

In this section, we review our previous works related to 

this paper. 

A. Coding Rule Check Function 

Coding rules [17] represents a set of rules or conventions 

for producing high quality source codes. By following coding 

rules, the uniformity of the code will be maintained, which 

enhances the readability, maintainability, and scalability. 

Coding rules consist of naming rules, coding styles, and 

potential problems. 

1) Naming Rules: Naming rules describe the rules for 

detecting the naming errors in the source code. Here, the 

Camel case [18] is adopted as the common Java naming 

rule. For an identifier representing a variable, a method, 

or a method argument, the first character should be a 

lower case, where the delimiter character between two 

words should be an upper case. For an identifier 

indicating a class, both of them should be an upper case. 

For an identifier signifying a constant, any character 

should be an upper case. An English word should be 

used as an identifier name, whereas Japanese or Roman 

Japanese should not be used. 

2) Coding Styles: Coding styles indicate the rules for 

detecting the layout errors in the source code. They 

include the position of an indent or a bracket, and the 

existence of a blank space. By following coding styles, 

the layout of a source code will become more consistent 

and readable. 

3) Potential Problem: Potential problems illustrate the 

rules for discovering the portions of the source code that 

can pass the compilation but may include functional 

errors or bugs with high possibility. They include a dead 

code and overlapping codes. A dead code represents the 

portion of the source code not executing, and 

overlapping codes indicate the multiple portions of the 

source code with similar structure and functions to each 

other. By solving potential problems, the code can not 

only improve the maintainability and scalability, but also 

speed up the execution. 

B. Blank Element Selection Algorithm 

The blank element selection algorithm [7] uses the 

constraint graph that is generated to describe the constraints 

in the blank element selection. Then, the fill-in-blank 

problem will be generated through the following five steps: 

1) Vertex generation for constraint graph: each vertex 

represents a candidate element for being blank. 

2) Edge generation for constraint graph: an edge is 

generated between any pair of two vertices or elements 

that should not be blanked at the same time. 

3) Compatibility graph generation: by taking the 

complement of the constraint graph, the compatibility 

graph is generated to represent the pairs of elements that 

can be blanked simultaneously. 

4) Clique extraction: a maximal clique of the compatibility 

graph is generated by a simple greedy algorithm to 

identify the maximal number of blank elements with 

unique answers from the given Java code. This greedy 

algorithm repeats to: 1) select the vertex that has the 

largest degree in the compatibility graph for the clique, 

2) remove this vertex and its non-adjacent vertices of the 

graph, until the graph becomes null. 

5) Control symbol limitation: the ratio between the number 

of blanks for control symbols and that for other elements 

is controlled.  

C. Error Injection Algorithm 

The error injection algorithm injects errors into the source 

code by changing elements with similar but incorrect ones. 

To be specific, this algorithm injects the source code with 

errors by changing the access modifier of a class or a method, 

the data type of a method or a variable, and the name of a 

class, a method, or a variable. Besides, it injects errors into 

the behavior of the source code by changing the operator, the 

constant number, the constant variable name in an equation 

or a conditional expression, or Java keywords defined in the 

keyword list. The procedure of the algorithm is as below: 
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1) Access modifier: An access modifier, public, protected, 

and private, of a class or a method is randomly changed 

to another one among them. 

2) Data type: For the data type of a method or a variable, 

any of byte, short, int, and long is changed to double, or 

float randomly, and vice versa. Besides, String is 

changed to char, and vice versa. Here, void is not 

changed. 

3) Loop: For the loop statement, any of for and while is 

changed to if. 

4) Control: For the control statement, if is changed to while, 

and switch is changed to do. 

5) Java keywords in list: The keywords in the keyword list 

are changed as follows: 

• import is changed to implements, and vice versa. 

• extends is changed to instanceof, and vice versa. 

• Scanner is changed to System, and vice versa. 

• static is changed to super, and vice versa. 

• continue is changed to break, and vice versa. 

6) Behavior: An operator, a constant number, or a constant 

name in an equation or a conditional expression is 

changed: 

• an arithmetic operator, such as +, *, -, or /, is 

randomly changed to another one. 

• a conditional operator, such >, <, &&, ==, or !=, is 

randomly changed to another one. 

• a constant number is randomly changed to the 

similar number. 

• a constant name is changed to another name by 

applying the error name generation method. 

7) Name: A name of a class, a method, or a variable will be 

switched to another name by applying the error name 

generation method in the next sub section. 

D. Error Name Generation Method 

The following procedure illustrates the error name 

generation method. 

1) Error name generation using dictionary: A set of 

candidates for error names that have similar meanings as 

the original name, are extracted from the dictionary, 

WordNet, using the similar word estimating function. 

Then, one candidate will be randomly selected from this 

set for the error name. 

2) Error name generation using word list: If a proper error 

name is not found by 1), the word whose spelling is most 

similar to the original name among the word in the word 

list is selected for the error name. The word list needs to 

be prepared by the user of the algorithm. 

3) Error name random generation: If a proper error name is 

still not found in the second step, the error name will be 

generated by randomly adding or removing one 

character, or changing to another character, in the 

original name. 

It is noted that a combined name using Camel case is first 

divided into a set of individual names, and then, the above 

procedure is applied to each individual name. Subsequently, 

the individual generated error names will be combined into 

one name. 

E. Answer Interface of JPLAS 

Fig. 1 demonstrates the answer interface for answering a 

CXP instance. The interface for CXP shows the problem 

code that has erroneous elements, which should be corrected 

by the students. 

 

 
Fig. 1. Answer interface for CXP. 

 

IV. PROPOSAL OF CODE AMENDMENT PROBLEM 

In this section, we present the code amendment problem 

(CAP) with the generation procedure. 

A. Overview of Code Amendment Problem 

In a CAP instance, a Java source code that has several 

missing or error elements, called a problem code, is shown to 

students, where one input form corresponds to one whole 

statement or line in the code. A student needs to identify the 

locations of missing or error elements in the code, then fill in 

or correct them with the correct elements. The correctness of 

the answer will be marked through string matching of the 

whole statement with the corresponding original one in the 

code. 

B. Generation Procedure of CAP Instance 

A CAP instance can be generated through the following 

steps: 

1) Select a Java source code related to the current topic, 

from a website or a textbook. 

2) Apply the coding rule check function to this source code 

for readable code. 

3) Register each statement in the source code as the correct 

answer unit for string matching. 

4) Apply the blank element selection algorithm to the 

source code to select blank elements from the code. 

5) Select randomly blank elements found by the algorithm 

for error elements. 

6) Apply the error injection algorithm to each selected 

element to make an error element. 

7) Remove the remaining blank elements for generating the 

problem code. 

For the automatic execution of this procedure, we 

implemented the necessary programs in Java and the script by  

Bash. 

C. Instance Example 

To clarify the CAP instance generation procedure, we 

explain the details by using the source code for class 

PalindromeExample. 
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1) Source Code Selection: This class classifies whether the 

given number is a palindrome number or not. A 

palindrome number is a number that becomes the same 

number after reversing the digits. For example, 121, 

34543, 343, 131, and 48984 are palindrome numbers. 

2) Application of Coding Rule Check Function: The coding 

rule check function is applied to the source code for class 

PalindromeExample. code 1 shows the source code after 

the application. 
 

code 1 

01: public class PalindromeExample { 

02:   public static void main(String[] args) { 

03:     int num = 121, temp = num, ans = 0; 

04:     while (num != 0) { 

05:       ans = (ans * 10) + (num % 10); 

06:       num = num / 10; 

07:     } 

08:     if (temp == ans) 

09:       System.out.println(“Palindrome number!”); 

10:     else 

11:       System.out.println(“Not palindrome number!”); 

12:   } 

13: } 
 

3) Application of Blank Element Selection Algorithm: The 

blank element selection algorithm is applied to this code, 

to select the blank elements from the code. That is, 9 

blank elements are selected shown in code 2. 
 

code 2 

01: public class PalindromeExample { 

02:   public _1_ void main(_2_[] args) { 

03:     _3_ num = 121, temp = num, ans = 0; 

04:     _4_ (num _5_ 0) { 

05:       _6_ = (ans * 10) + (num % 10); 

06:       num = num _7_ 10; 

07:     } 

08:     _8_ (temp == ans) 

09:       System.out.println(“Palindrome number!”)_9_ 

10:     else 

11:       System.out.println(“Not palindrome number!”); 

12:   } 

13: } 
 

4) Error Element Selection: Error elements are randomly 

selected from the blank elements found by the blank 

element selection algorithm. Here, we change the blank 

probability (BP) at 30%, 50% and 70% to investigate the 

effect of BP in controlling the level of difficulty in a 

CAP instance. 

5) Application of Error Injection Algorithm and Blank 

Element Removal: The error injection algorithm is 

applied to the selected blanks to inject errors, and the 

remaining blank elements are removed to generate the 

problem code. code 3 shows the generated problem code 

for a CAP instance. 
 

code 3 

01: public class PalindromeExample { 

02:   public void main([] args) { 

03:     num = 121, temp = num, ans = 0; 

04:     (num == 0) { 

05:       ANS = (ans * 10) + (num % 10); 

06:       num = num  10; 

07:     } 

08:     while (temp == ans) 

09:       System.out.println(“Palindrome number!”), 

10:     else 

11:       System.out.println(“Not palindrome number!”); 

12:   } 

13: } 
 

6) Answer Interface of CAP: Fig. 2 specifies the answer 

interface of CAP where there are several erroneous input 

statement and students need to recognize and correct the 

erroneous element. 
 

 
Fig. 2. Answer interface for CAP. 

 

V. EVALUATION 

In this section, we evaluate the code amendment problem 

(CAP) in JPLAS through applications to 21 students in Japan 

and Myanmar who have studied Java programming more 

than one year. 

A. Assigned Problems in Evaluation 

For evaluations, we generated 12 CAP instances by 

following the procedure in Section IV using six source codes 

in [11] and six source codes in [12]. These 12 source codes 

cover the topics of exception, array, recursive, and method 

overloading. We used 30%, 50%, and 70% for BP, and 

generated four CAP instances with each BP. Here, we chose 

four source codes for each BP such that the average difficulty 

level becomes similar at any BP. Then, we asked the students 

to solve all the CAP instances. 

B. Solution Results by Students 

Table I shows the average and the standard deviation (SD) 

of the correct solution rates (%) for the students. When we 

compare the results for three different BP, BP = 50% results 

in the smallest average rate with the largest SD. Thus, BP = 

50% can offer the highest difficulty level among them for a 

CAP instance. 
 

TABLE I: CORRECT SOLUTION RATES FOR CAP (%) 

 30% 50% 70% all 

ave. 97.70 94.63 96.64 96.34 

SD 10.35 13.18 8.72 10.60 

 

Then, when we compare with the results for the code 

fill-in-blank problem (CFP) and the code fixing problem 

(CXP) in Table II in [19], the average rate for CAP is smallest 

and the SD is largest among the three problems. These results 

indicate that CAP is harder than CFP and CXP. Thus, CFP 
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and CXP should be given to beginners who just start studying 

Java programming, earlier than CAP. 
 

TABLE II: CORRECT SOLUTION RATES FOR CFP AND CXP (%) 

 CFP CXP 

ave. 99.89 99.66 

SD 0.25 0.97 

 

This time, we could not apply CAP instances to novice 

students of Java programming, due to the limited time. 

Therefore, the effect of BP in the difficulty level of CAP and 

the comparison of the difficulty level among CAP, CFP, and 

CXP should be investigated through applications to novice 

students in Java programming courses, which will be 

included in our future works. 

 

VI. CONCLUSION 

This paper proposed the code amendment problem (CAP) 

in Java Programming Learning Assistant System (JPLAS) to 

assist students in learning debugging process of Java 

programming. As a mixture of code fill-in-blank problem 

(CFP) and code fixing problem (CXP), a CAP instance 

requires students to locate the missing or error elements in the 

code and amend them. The correctness of the answer is 

verified through string matching of the whole statement 

amended by a student and the corresponding correct one. For 

evaluations, 12 CAP instances were applied to 21 students in 

Japan and Myanmar, where the results show that BP = 50% 

offers the highest difficulty level, and CAP is harder than 

CFP and CXP. In future works, we will generate a variety of 

CAP instances, and apply them to novice students to verify 

the observation of this paper and examine the effectiveness in 

learning debugging process by them.  
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