Conceptual Representation of the Source-Code to Support the Learning of Object-Oriented Programming Concepts

Nawras Khudhur*, Nurmaya, Yusuke Hayashi, and Tsukasa Hirashima

Abstract—Learning Object-Oriented Programming (OOP) concepts is a challenging task for novice learners. Previous research has examined the impact of either conceptual or practical knowledge on students’ comprehension of OOP; however, there is a lack of integration between these two knowledge bases. This study proposes a novel approach that integrates theoretical and practical knowledge of OOP using a concept map to create a unified cognitive diagram that reflects the educator’s understanding of the subject matter. This diagram is then used as the basis for a recomposition activity that supports student learning. An experiment is conducted in a classroom environment with 75 undergraduate grade-2 university students to investigate the effects of the proposed method. The experimental results showed that the proposed method significantly improved students’ comprehension of OOP concepts, doubling their performance compared to the conventional method from pre-test to post-test. In addition, the proposed approach has the potential for early identification of low-performing students, thus allowing educators to provide targeted support to improve their learning outcomes. The integrated cognitive diagram approach proposed in this study has practical implications for educators seeking to improve the teaching of OOP concepts and identify and support low-performing students.
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I. INTRODUCTION

Computer programming is a fundamental subject in computer science-related fields and a mandatory course in many study programs. In recent decades, computer programming education has significantly shifted from the procedural programming paradigm to a more robust and productive paradigm called Object-Oriented Programming (OOP) [1]. OOP has numerous advantages, including increased coding efficiency and reusability and making problem-solving more natural and comprehensible [2].

OOP consists of several strongly interrelated concepts, including object, class, method, inheritance, polymorphism, and encapsulation [3]. Several studies have identified the difficulties students face, particularly when comprehending the relationships and interactions among OOP concepts [4–8]. Furthermore, Liberman et al. [9] state the difficulties in learning specific concepts and behaviors in the source-code, such as inheritance and polymorphism. It also identifies problems with the analogy approaches that are used in many classes to teach OOP concepts. They recommend a teaching model such that the instructor can identify the difficulties at an early stage. In terms of these difficulties, a lack of active practice and suitable teaching tools is considered to be one of the reasons why it is hard for students to learn about OOP concepts [10, 11].

In programming, problem-solving is a key skill that requires both theoretical and practical knowledge [12, 13]. Traditionally, students learn OOP by studying the theory of the concepts and then learning about the application of these concepts during a practical session. Previous research about computer programming for novices has mostly focused on independently supporting students in either knowledge base. However, programming in general and, specifically, the concepts of OOP are strongly related. Additionally, the interrelationship between theoretical knowledge and its application is a crucial programming aspect. Even having good programming skills without theoretical background knowledge leads to poor program design; thus, both knowledge bases are needed during the learning process [14]. Therefore, to support OOP comprehension, students need an activity that considers both knowledge bases during the learning process.

This study investigates a learning strategy combining the main aspects of OOP, namely, theoretical and practical knowledge, into one learning activity using concept maps [15]. We call this combination representation Conceptual Representation of the Source-code (CRS). In CRS, the educator creates an ideal concept map about the targeted OOP concepts and integrates it into a second concept map that implements them in source-code. The concept map is then disassembled and given to the students to be recomposed back to the original concept map. The aim of CRS is to support learners during the learning process of OOP by externalizing the OOP concepts combined with their applications and the inter- and intra-relationships rather than teaching how to write code syntactically. While the teaching of object-oriented programming has been extensively studied, the precise integration of concept mapping to bridge theoretical and practical aspects for conceptual understanding appears to be a novel contribution to the field.

In our previous pilot study, we confirmed the usability of the CRS method as a recomposition activity. In addition to the confirmed usability, the results suggested that there could be an advantage to using the CRS method in learning OOP concepts over conventional methods. However, the study lacked a control group to confirm the reliability of the learning outcome, and the properties of the CRS method were not satisfactorily conveyed to allow independent creation and
use by practitioners. In this study, we aim to answer the following research questions:

1) Can an educator build a practical CRS in a concept map according to the characteristics of the proposed method in an actual teaching class?
2) What is the effect of integrating the two main aspects of OOP using CRS in a concept map activity on OOP comprehension in a classroom setting compared to the conventional method?
3) How do the students perceive the proposed method’s usefulness for learning OOP?

II. BACKGROUND

A. Concept Map and Concept Map Recomposition

A concept map is a cognitive diagram that is used to externalize knowledge and enhance meaningful learning [15, 16]. Concept maps’ visual layouts can reveal key details and conceptual relationships of the learning material to the student. In a concept map, concepts are expressed as nodes. These concepts are then connected using labels representing relationships between concepts to form a meaningful proposition. Prior studies revealed that integrating learning activities with concept maps could considerably enhance students’ problem-solving skills [17–19]. In addition to promoting meaningful learning for students, using concept maps in learning could potentially improve students’ interests and learning achievements better than traditional expository learning [20, 21]. Despite prior studies indicating several challenges and limitations in utilizing concept maps in academic practices for both teacher and student [22, 23], concept maps can be accepted as an alternative method for learning [24].

Essentially, there are two types of concept mapping approaches in terms of how a concept map is constructed or developed [25, 26]. The first approach offers a flexible way to develop concept maps where learners can freely integrate and customize their interests, knowledge, and external resources on a concept map. Open-ended concept mapping is often used to describe this type of concept mapping approach. The second approach is referred to as a Closed-end Concept Map (CCM). In the CCM environment, the learner receives a finite set of pre-selected concepts and links offering different cognitive activities. The CCM learning strategy helps teachers assess students’ understanding and improve the quality of their teaching [27].

Hirashima et al. [28] introduced the Recomposition Concept Map (RCM), which adopts the CCM approach. In an RCM, domain experts or teachers create a concept map (i.e., an expert map) of a learning topic, and learners recompose the expert map by using the same set of concepts and links used in the expert map. The basic steps of an RCM activity are as follows: 1) The expert creates a concept map for a material; 2) The expert concept map is then decomposed into its basic parts by removing the connections, thus creating a kit of concepts and links; 3) The kit is then given to the learners to recompose it back to the expert map. RCM lets the learners focus on recognizing given concepts and their relations since they are not required to create such components. Thus, it is expected to promote structural understanding [29, 30]. RCM has been confirmed to be as effective as open-end concept mapping in reading comprehension and even outperforms it in the retention task [31]. It can also be used as a formative assessment tool since it offers automatic learner map diagnosis per learner and generates an overlapped group learner map that gives insights into the aggregated learners’ understanding [32]. Such aggregated comparison allows instructors to pinpoint the difficult parts of the lecture and give more accurate feedback to the learners [33]. The assessment method scores learners’ concept maps by comparing each recomposed proposition to its equivalent in the expert map.

Another study by Prasteya et al. [34] demonstrated the effectiveness of expert map recomposition in enhancing knowledge comprehension and building upon learned knowledge. The study compared recomposed maps to open-ended concept maps and extensions. The findings revealed that students who engaged in recomposing expert maps achieved a broader and deeper understanding of the subject matter than those who started from scratch. The recomposition approach was also superior in integrating new knowledge with existing knowledge when students could freely extend their concept map, leading to improved knowledge comprehension. These results further support the utilization of expert map recomposition as a valuable strategy for promoting meaningful learning and knowledge construction in educational settings. RCM has also been proven to be suitable and significantly more efficient than traditional open-end concept mapping in collaborative environments [35]. We have adopted the recomposition concept map in this study to implement the proposed method since, in the previous study, it has been proven to be practical for teaching the concepts of OOP [36].

B. Conceptual Representation of the Source-Code (CRS)

CRS combines the two knowledge bases: the theoretical knowledge base and the practical knowledge base. Theoretical knowledge refers to the principles and concepts of a subject, while practical knowledge is the application of those concepts in actual source-code. There is a mutual and complex relationship between these two knowledge bases, and a concrete understanding of programming concepts needs to address both [14]. CRS creates an environment to support externalizing these two knowledge bases and the complex cognitive interaction between them. The objective of the CRS concept map is to visualize both knowledge bases in one diagram and act as an intermediary between the two. Bridging these two knowledge bases allows the learner to connect the concepts of OOP to their actual implementation in the source-code. Consequently, it can promote conceptual interrelationships and how concepts affect each other.

In CRS, the educator creates an ideal concept map for both theoretical and practical knowledge. The theoretical knowledge concept map describes the theory behind the concepts, like their definition, properties, how one concept relates to another concept, etc. In the practical knowledge concept map, a source-code example is prepared beforehand that applies the targeted concept(s) in practice. The structure of the source-code is then described using the concept map.
such as identifying the class, methods, fields, data types, etc. Afterward, the relationship between the structure of the source-code and the theoretical background of the OOP concepts is created using appropriate links. This is a major step in CRS since these connections present to the learners how each concept is applied in the source-code. Thus, we believe that the effectiveness of the CRS method strongly depends on the suitability of the connections made between the two knowledge bases in the concept map. The guideline to create the best bridging links is not covered in this research; rather, this research investigates the effectiveness of generating a good-quality CRS in integrating theoretical and practical knowledge of OOP. The size of the concept map to describe each OOP concept is decided by the educator to fit the teaching class material and students’ performance.

For illustration, we point to a simplified example of the CRS concept map used in the experiment in Fig. 1. By simplified, we mean that the concepts and definitions not related to the overloading type of polymorphism found in the constructor are removed from the concept map. The figure is originally in Indonesian but has been translated into English for this paper. The CRS map clarifies the theoretical background of the concepts of overloading and class, i.e., theoretical knowledge, in green. It says that the current teaching material talks about OOP concepts: class and polymorphism then give a definition or needed notation to each concept, as shown in the brown-colored concepts. The source-code is a simple example that implements constructor overloading in a class called “Circle”. The structure of the source-code is drawn in the concept map, which includes all elements of the class, i.e., practical knowledge, in blue with the needed notations colored in brown. The practical knowledge concept map clarifies the methods and their types, such as regular methods, setter and getter methods, constructors, and data fields within the “Circle” class. Afterward, connecting links are added to connect both knowledge bases. These links connect the “overloading” concept to the constructors and the “class” concept to the “Circle” class in the source-code. The first link conveys the application of overloading in the source-code in the form of two constructors in class “Circle.” The second link tells us that the concept of class is embodied as source-code in the “Circle” class. The concept map reveals the connection between the concepts of overloading and class.

Creating a CRS concept map continues with the educator adding relevant notations and definitions to the map as needed, based on their understanding, the needs of the target class, and their teaching approach. For instance, to visualize other abstracted concepts such as objects, an “object” of type Cylinder can be added to the CRS concept map to reveal the access restrictions of an object toward different class variables and methods. It can also be used to depict the method calls and the concepts of argument transfer and pointers. The resulting concept map and the corresponding source-code are then presented to students as a recomposition activity. The inclusion of the source-code demonstrates the application of the concepts in the targeted programming language, thus providing a clear link between the concepts and their syntax in the code. This activity is not used independently; it is used along with the corresponding material. The activity can be extended to include collaborative concept map recomposition, where students collaborate and exchange their knowledge about the OOP concepts, but the use of such collaboration is outside the scope of our paper.

III. METHODOLOGY

A comparative experiment is conducted using a between-subjects pre/post test design to address the research questions. The independent variable is the treatment practiced for OOP concept comprehension after reading the related material. In the treatment, the CRS condition was compared to the summary-making condition. Fig. 2 shows the timeline of the experiment.

The experiment flow included the following tasks:
1) Reading material about OOP concepts focusing on polymorphism and inheritance: 30 minutes.
2) Taking the comprehension test (pre-test): 30 minutes.
3) Completing the core activity depending on the condition:
   a) CRS condition: Given a source-code, recompose a concept map based on the proposed method.
   b) Summarization (SUM) condition: Given a source-code,
write a summary (about 250 words) connecting the concepts of OOP found in the material to the applied concepts in the given source-code.

4) Taking the comprehension test (post-test).
5) Answering a questionnaire about using the proposed method (CRS condition only).

Fig. 2. Timeline of the experiment.

A. Participants

The study was conducted in an OOP class for second-year Informatics Department students at Universitas Yarsi in Indonesia. The class registrants for this class were 90 students, divided into 45 students per condition. The subject aimed to extend students’ knowledge from basic programming into Object-Oriented Programming using Java. Based on that, the source-code related to the experiment was also written in the Java programming language.

B. Material

The main topics for this class material were inheritance and polymorphism in Java. The class teacher prepared digital slides explaining these topics. The class teacher regularly used the slides, regardless of the experiment. The comprehension questions’ consisted of 20 multiple-choice items that were novel in their content but were based on the topics of the material. Each question has four options, including one correct answer. The question sequence and their corresponding options for each learner were randomly shuffled between the pre- and post-comprehension tests to reduce the chance of memorization and cheating. To ensure the suitability and effectiveness of the comprehension questions in assessing the students’ integration of theoretical and practical skills, we leveraged the expertise of the class teachers, who are familiar with their classes and have several years of experience teaching the same subject. By involving the class teachers in the question preparation process, we aimed to design questions that aligned with their teaching and assessment styles. Their deep understanding of the class context and student needs allowed them to create assessments that carefully considered the integration of theoretical knowledge and practical application. Combining the teachers’ familiarity with the class and our objective of assessing both theoretical and practical skills, this collaborative approach ensures a comprehensive evaluation that captures the essence of effective object-oriented programming learning.

A professional teacher with experience in OOP classes prepared the source-code in Java. The source-code consisted of two classes, “Circle” as a superclass and “Cylinder” as a subclass. The source-code was reviewed and verified by the class’s main teacher and the teacher assistant to be compatible with the class material and students’ capabilities. The class “Circle” consists of two primitive variables, two constructors, and four methods. The class “Cylinder,” on the other hand, consists of one primitive variable, two constructors, and six methods. The main class was also provided to create objects from Class “Cylinder” and invoke some methods. The source-code is used for both conditions: control and experimental. The source-code’s focus is inheritance and polymorphism, which correspond to the material of the class. The inheritance concept was depicted in the Cylinder-Circle relationship. The polymorphism concept was divided into two parts: overloading and overriding. The overloading part was explained by having multiple methods with the same name but different signatures within each class of Circle and Cylinder. While the overriding concept was explained within the inheritance relationship, overriding is a phenomenon that occurs when a subclass has a method with the same name and signature as the superclass. As a result, the subclass’s method will override the inherited method of the superclass. The expert map visually represents these concepts using multiple connected propositions.

The same professional teacher created the corresponding expert map, consisting of 76 propositions created with respect to the properties of CRS. The concept map is similarly reviewed and approved by the main class teacher and the assistant teacher to be used in correspondence with the class material. The expert map contained theoretical knowledge about the class material integrated with the practical knowledge represented in the source-code used in this experiment. Through review and discussions, the teachers decided on bridging links where the connection between theoretical and practical knowledge is constructed to create a high-quality CRS map. Fig. 3 shows the translated version of the final expert map created by the teachers. This satisfies our first research question about the possibility of the teacher creating a CRS concept map for an actual class by the teacher since the map has been created and approved by the teachers to be used as part of their class activity. From this expert map, the kit for recomposition was generated to be used by the experiment group. The above materials were all in Indonesian since the medium of instruction at Universitas Yarsi is Indonesian.

In addition, a 7-point Likert-type scale (1: extremely disagree to 7: extremely agree) questionnaire was prepared to

---

1 https://t.ly/PU1nt
2 https://git.io/HKt6
measure the perceived usefulness of the proposed method. The questionnaire consists of five questions, all in Indonesian, which translate as follows: Q1. Using the CRS concept map would enable me to understand the source-code more quickly; Q2. Using the CRS concept map would enable me to understand the concepts of OOP more easily; Q3. Using the CRS concept map would enable me to understand the relationship among OOP concepts more easily; Q4. Using the CRS concept map would enhance my effectiveness in studying the programming classes; Q5. Overall, the CRS concept map is useful in this class.

C. Procedure

A control group was needed to create a baseline for the comparison of the results of the CRS method. In the first class of the course, the class teacher administered a test to evaluate students’ prior knowledge about programming. Students were divided into two groups, control and experiment (45 per condition), based on their scores on the test, such that experienced students would be distributed equally between the conditions. Such a distribution of the two conditions was later confirmed by conducting the pre-test. The experiment was conducted in the class during the regular class schedule using a tool specifically developed for the experiment. Each student had a separate account to access the tool online. The tool featured the experiment tasks in sequence according to the student’s condition, with each task limited by an automatic timer. When a task was finished, the next task was automatically loaded. The students were informed about the sequence of the required tasks and the time allowed for each task. If a student did not complete a task within the specified time, the tool automatically disregarded their results. Therefore, they were advised to stay focused on the experiment and not switch to external tasks.

Following the instructions, the tool displayed the slides prepared for the class, which students could read through for 30 minutes, followed by the after-reading comprehension test (pre-test). The students were required to answer the questions by drawing on their understanding during the reading phase. Afterward, students were given 10 minutes of rest time as required by the class teacher. The break time helped refresh the students after one hour of active reading and answering the pre-test questions.

Next, the treatment phase started for 60 minutes. The CRS condition students were given the source-code and the kit of disassembled concepts and links to recompose based on the expert map. On the other hand, the SUM condition was given access to the material slides again, including the same source-code as in the CRS condition, and was required to write about 250-word summary describing the source-code in terms of the OOP concepts learned in the presentation slides.

Following the treatment phase, the participants answered the after-treatment comprehension questions (post-test), which consisted of the same questions as in the pre-test. Finally, the questionnaire about the CRS concept map recomposition experience was given to the students in the experiment condition to measure their perceived usefulness toward using this new approach to support their study of OOP.

IV. RESULTS

From the total of 90 enrolled students, 15 were excluded from the analysis due to absences or failure to complete the experimental tasks within the allotted time. As a result, data were collected from 75 students using the provided tool, with 34 and 41 students in the control and experimental conditions, respectively. Statistical tests were conducted at $\alpha = 0.05$ to
address research questions. Although there are various methods for normality testing, for a small sample size ($n < 50$), the Shapiro-Wilk test is said to have more power to detect non-normality, and this is the most popular and widely used method [37]. Therefore, the Shapiro-Wilk test was used to test for the normality of the user data, and the result showed no evidence of non-normality. To confirm the test for the normality of the user data, and the result revealed no significant difference in variances between control and experimental conditions (Bartlett’s K-squared = 0.027, df = 1, $P$-value = 0.87).

To answer our second research question in this experiment, “What is the effect of integrating the two main aspects of OOP using CRS in a concept map activity on OOP comprehension in an actual class setting compared to the conventional method?” we analyzed the comprehension scores of the after-reading comprehension test (pre-test) and the after-recomposition comprehension test (post-test). We performed the dependent sample t-test for the CRS condition. Table I shows the mean and standard deviation of the comprehension scores and the normalized change score for both conditions. The results revealed a significant increase in the test score from the pre-test score ($M = 10.2$, SD = 3.54) to the post-test score ($M = 12.7$, SD = 4.10); $t (40) = 4.48, P < 0.001$, with an effect size of $d = 0.66$, which translates to a medium-sized effect according to [38]. To understand the learning gain of the proposed method, we calculated the normalized change score and compared it against the baseline condition’s normalized change score using an independent-sample t-test. The normalized change score measures the proportion of improvement or declines in academic achievement relevant to the maximum of what can be improved or lost, thus avoiding the pre-test score bias [39–41].

Table I: Summary of pre- and post-test comprehension scores and normalized change, along with statistical test results

<table>
<thead>
<tr>
<th>Group</th>
<th>N</th>
<th>Pre-test M (SD)</th>
<th>Post-test M (SD)</th>
<th>Normalized change M (SD)</th>
</tr>
</thead>
<tbody>
<tr>
<td>SUM</td>
<td>34</td>
<td>11.1 (3.43)</td>
<td>12.1 (3.29)</td>
<td>0.12 (0.23)</td>
</tr>
<tr>
<td>CRS</td>
<td>41</td>
<td>10.2 (3.54)</td>
<td>12.7 (4.10)</td>
<td>0.26 (0.35)</td>
</tr>
</tbody>
</table>

Fig. 4 compares the average normalized change for both groups in a boxplot. The independent sample t-test revealed a significant difference in the normalized change score of the CRS condition ($M = 0.26$, SD = 0.35) compared to the control condition ($M = 0.12$, SD = 0.23); $t (69.88) = 2.09, P = 0.039$. The effect size of this analysis was $d = 0.47$. The effect size in terms of probability of superiority [42] reveals a 63.0% chance that a student picked at random from the CRS group will have a higher score than a student picked at random from the control group. In addition, we fitted the learning gain into the linear regression model, where the recomposition map score ($M = 48.78$, SD = 28.31) is used as the predictor while controlling for the pre-test score. Table II shows the results of the linear regression model. The result validates the prediction of the learning gain by the completion degree of CRS map recomposition: $R^2/R^2_{adj.} = 0.218/0.176, F (2,38) = 5.285, P = 0.009$.

![Fig. 4. A boxplot comparing the normalized change score of the CRS condition to the SUM condition.](image)

Table II: Linear regression of learning gain (normalized change) as a dependent variable, and CRS map score with pre-test score as independent variables

<table>
<thead>
<tr>
<th>Predictors</th>
<th>Estimates</th>
<th>95% CI</th>
<th>$P$ Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Intercept</td>
<td>0.24</td>
<td>-0.07 -0.55</td>
<td>0.124</td>
</tr>
<tr>
<td>Pre-test Score</td>
<td>-0.03</td>
<td>-0.07 -0.00</td>
<td>0.075</td>
</tr>
<tr>
<td>CRS Map Score</td>
<td>0.01**</td>
<td>0.00 -0.01</td>
<td>0.003</td>
</tr>
</tbody>
</table>

Note: ** indicates the estimate is significant at the 0.05 level.

These results of the learning gain analysis suggest that the proposed method positively improves the learning gain of OOP concepts comprehension during the class. The improvement rate is significantly better compared to the conventional method of summarizing the concepts of OOP. The map score analysis indicates that the percentage of successfully recomposing the CRS concept map affects the learning gain positively, so it is important to focus on supporting students at the recomposition stage in future research.

The results confirm previous findings about using CRS to teach concepts of OOP [36]. However, this study confirms that the learning outcome comes from the treatment applied during the experiment. The regression analysis of the recomposition task is consistent with previous studies about using kit-build recomposition, as similar trends have been revealed where the recomposed map score played an important role in the learning activity [30, 43]. However, further research is needed to investigate the relationship between the CRS and the concept map recomposition task further.

To address the third research question, “How do the students perceive the proposed method in terms of usefulness for learning OOP?” we analyzed the subjective answers to the perceived usefulness questionnaire. The students responded to the questionnaire after completing the post-test. The inter-reliability of the questions was assessed using Cronbach’s Alpha, showing good reliability with a value of $\alpha = 0.88$. The summary of the answers is demonstrated in the stack chart in Fig. 5, and Table III. Each color in the figure represents one agreement scale. The number inside each color shows the number of students agreeing to the corresponding level. Regarding whether it is faster to use the proposed method to learn concepts of OOP than not, 29% of students have a neutral view, 29% have a negative view, and
41% of students agree with the improved performance. A similar percentage can be seen in questions four and five, where students were asked if the proposed method would enhance their effectiveness in studying the programming classes (46% positive, 24% negative, 30% neutral) and their overall impression of the method’s usefulness (47% positive, 16% negative, 37% neutral). In questions two and three, a higher percentage of students hold positive views (59% positive, 20% negative, 20% neutral) and (53% positive, 15% negative, 32% neutral), respectively. In these two questions, the students believe that adopting the proposed method makes it easier for them to comprehend each OOP concept and the relationships among these OOP concepts. Approximately half of the students expressed a positive view of using CRS as a learning method. On the other hand, about 21% think neutrally, and less than 30% have a negative impression about using the method as a class learning tool. A high percentage of neutral and negative views can be attributed to the uniqueness of the proposed method for learning programming concepts. We believe that continuous programming class improves students’ impressions of using CRS as a learning method in a programming class.

![Fig. 5. Perceived usefulness questionnaire answers for each question.](image)

<table>
<thead>
<tr>
<th>Perceived Usefulness</th>
<th>Positive</th>
<th>Neutral</th>
<th>Negative</th>
</tr>
</thead>
<tbody>
<tr>
<td>Question 1</td>
<td>41%</td>
<td>29%</td>
<td>29%</td>
</tr>
<tr>
<td>Question 2</td>
<td>59%</td>
<td>20.5%</td>
<td>20.5%</td>
</tr>
<tr>
<td>Question 3</td>
<td>53%</td>
<td>32%</td>
<td>15%</td>
</tr>
<tr>
<td>Question 4</td>
<td>46%</td>
<td>30%</td>
<td>24%</td>
</tr>
<tr>
<td>Question 5</td>
<td>47%</td>
<td>37%</td>
<td>16%</td>
</tr>
<tr>
<td>Overall Impression</td>
<td>49%</td>
<td>21%</td>
<td>30%</td>
</tr>
</tbody>
</table>

**TABLE III: DISTRIBUTION OF STUDENT PERCEPTIONS REGARDING THE USEFULNESS OF THE CRS METHOD FOR LEARNING OBJECT-ORIENTED PROGRAMMING CONCEPTS**

V. DISCUSSION

A. **Exploratory Analysis of the Long-Term Effects of the Treatment Method**

Although not part of the main research goal, the students were assessed again after one week using the same pre- and post-comprehension questions and given the same time limit for the test. In addition, their assignment and midterm performance were tracked to answer the following exploratory research questions: 1) Compared to the conventional method, can the learning gain of CRS affect the reviewed learning gain after one week? 2) What is the correlation between performance in CRS and performance later in the course activities of assignments and midterm tests?

The assignment score is the average score of seven consecutive weekly assignments that were part of the regular teaching plan. Each assignment was a practical code-writing activity in which students were asked to code a solution based on a given case. Assignments were submitted weekly before starting the next class, and the content was related to the material studied in the corresponding class. Similarly, the midterm score is the average of six consecutive weekly quizzes in the regular teaching plan. This formative assessment consisted of multiple-choice questions about the content of the corresponding class. The quiz was administered three days after the class in an online form. Given 15 minutes, students were asked to answer all the questions.

To investigate the first exploratory research question, we calculated the delayed normalized change from pre-test to delayed-test for both CRS (M = 0.35, SD = 0.35, N = 39) and SUM (M = 0.27, SD = 0.30, N = 34) conditions. For the delayed test, two students from the experimental condition did not make it to the class that day, so their data were excluded from the analysis. Fig. 6 shows the change in learning gain from experiment day (post) to one week later (delay). Compared to the post-normalized change score, the learning gain has increased for both conditions without any significant difference. The increase is expected, as the experiment is part of a regular class in which students have a practical session before starting the next class and participate in review studies that are likely to improve their learning.

![Fig. 6. The average normalized change score over a period of one week for both experiment and control conditions.](image)

From the line chart, in addition to the learning gain increase for both conditions, we notice a higher learning slope in the control condition. Thus, we calculated the interaction between condition and time using a two-way ANOVA with Type III sums of squares, presented in Table IV. The result revealed no interaction between time and condition, meaning that continuous class improves students understanding in both conditions similarly without giving an advantage to one condition. In addition, calculating the linear regression model on the delayed normalized change revealed that for the CRS condition, their delayed learning gain is significantly predicted by their post-learning gain, \( R^2 / R^2 \text{adj.} = 0.319/0.281, F (2,36) = 8.435, P < 0.001 \). In contrast, the delayed learning gains of SUM condition students were not dependent on their post-learning gains.
Table V clarify the details of the linear regression model. This result potentially connects learning with the CRS method to the performance of the students during the review process, i.e., supporting the students in their review. It can indicate that if the CRS method is used continuously throughout the course, students will make greater improvements. These interpretations need further investigation, such as monitoring students’ review tasks to determine how the learning gained through CRS affects their knowledge and discussion tasks during the review.

### TABLE V: LINEAR REGRESSION ANALYSIS OF DELAYED NORMALIZED CHANGE AS THE DEPENDENT VARIABLE, POST-NORMALIZED CHANGE AND PRE-TEST SCORE AS THE INDEPENDENT VARIABLES FOR BOTH CONDITIONS

<table>
<thead>
<tr>
<th>Predictors</th>
<th>Estimates</th>
<th>CI</th>
<th>p</th>
</tr>
</thead>
<tbody>
<tr>
<td>(Intercept)</td>
<td>0.10</td>
<td>-0.20,-0.41</td>
<td>0.501</td>
</tr>
<tr>
<td>pre-score</td>
<td>0.01</td>
<td>-0.02,-0.04</td>
<td>0.558</td>
</tr>
<tr>
<td>post nc</td>
<td>0.59</td>
<td>0.30,0.89</td>
<td><strong>&lt;0.001</strong></td>
</tr>
</tbody>
</table>

**Notes:**
- *R*^2^ adjusted = 0.319/0.281
- Observations = 39

### VI. CONCLUSION

In this study, we introduced a new approach to supporting OOP conceptual comprehension by integrating the two main aspects of OOP, theoretical and practical knowledge, in a concept map recomposition activity. The experimental results revealed the following interpretations: 1) An activity using the proposed method in an actual class is practical for an educator; On the other hand, students hold a welcoming view of using the proposed method as a learning tool during their study of OOP. Thus, it gives educators an effective method for conducting activities that promote conceptual comprehension of OOP concepts; 2) The proposed method
positively affects OOP concept comprehension during the class. The results reveal the importance of integrating theoretical and practical knowledge for students learning OOP; 3) There is a potential for long-term usage of the proposed method since, under experimental conditions, students showed that the learning gained through the proposed method can significantly explain their review performance over one week, a standard period between classes in educational institutions; 4) Students who are good at the proposed method activity tend to also perform better in the subsequent activities of the class, including code-writing activities, and vice versa. Thus, it helps educators find low-performing students at an early stage of teaching to interfere with and support those students in their learning process.
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